JAVA OOPS:

Java OOPs Concepts

1. [Object Oriented Programming](https://www.javatpoint.com/java-oops-concepts#oops)
2. [Advantage of OOPs over Procedure-oriented programming language](https://www.javatpoint.com/java-oops-concepts#oopsadvantage)
3. [Difference between Objcet-oriented and Objcet-based programming language.](https://www.javatpoint.com/java-oops-concepts#oopsdifference)

In this page, we will learn about basics of OOPs. Object Oriented Programming is a paradigm that provides many concepts such as **inheritance**, **data binding**, **polymorphism** etc.

**Simula** is considered as the first object-oriented programming language. The programming paradigm where everything is represented as an object, is known as truly object-oriented programming language.

**Smalltalk** is considered as the first truly object-oriented programming language.

OOPs (Object Oriented Programming System)
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* Object
* Class
* Inheritance
* Polymorphism
* Abstraction
* Encapsulation

Object

Any entity that has state and behavior is known as an object. For example: chair, pen, table, keyboard, bike etc. It can be physical and logical.

Class

**Collection of objects** is called class. It is a logical entity.

Inheritance

**When one object acquires all the properties and behaviours of parent object** i.e. known as inheritance. It provides code reusability. It is used to achieve runtime polymorphism.
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Polymorphism

When **one task is performed by different ways** i.e. known as polymorphism. For example: to convince the customer differently, to draw something e.g. shape or rectangle etc.

In java, we use method overloading and method overriding to achieve polymorphism.

Another example can be to speak something e.g. cat speaks meaw, dog barks woof etc.

Abstraction

**Hiding internal details and showing functionality** is known as abstraction. For example: phone call, we don't know the internal processing.

In java, we use abstract class and interface to achieve abstraction.
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Encapsulation

**Binding (or wrapping) code and data together into a single unit is known as encapsulation**. For example: capsule, it is wrapped with different medicines.

A java class is the example of encapsulation. Java bean is the fully encapsulated class because all the data members are private here.

Advantage of OOPs over Procedure-oriented programming language

|  |
| --- |
| 1)OOPs makes development and maintenance easier where as in Procedure-oriented programming language it is not easy to manage if code grows as project size grows. |
| 2)OOPs provides data hiding whereas in Procedure-oriented programming language a global data can be accessed from anywhere. |
| 3)OOPs provides ability to simulate real-world event much more effectively. We can provide the solution of real word problem if we are using the Object-Oriented Programming language. |

|  |  |
| --- | --- |
| Global Data | Object Data |

What is difference between object-oriented programming language and object-based programming language?

Object based programming language follows all the features of OOPs except Inheritance. JavaScript and VBScript are examples of object based programming languages.

Do You Know ?

|  |
| --- |
| * Can we overload main method ? * Constructor returns a value but, what ? * Can we create a program without main method ? * What are the 6 ways to use this keyword ? * Why multiple inheritance is not supported in java ? * Why use aggregation ? * Can we override the static method ? * What is covariant return type ? * What are the three usage of super keyword? * Why use instance initializer block? * What is the usage of blank final variable ? * What is marker or tagged interface ? * What is runtime polymorphism or dynamic method dispatch ? * What is the difference between static and dynamic binding ? * How downcasting is possible in java ? * What is the purpose of private constructor? * What is object cloning ? |

What we will learn in OOPs Concepts ?

|  |
| --- |
| * Advantage of OOPs * Naming Convention * Object and class * Method overloading * Constructor * static keyword * this keyword with 6 usage * Inheritance * Aggregation * Method Overriding * Covariant Return Type * super keyword * Instance Initializer block * final keyword * Abstract class * Interface * Runtime Polymorphism * Static and Dynamic Binding * Downcasting with instanceof operator * Package * Access Modifiers * Encapsulation * Object Cloning |

# Java Naming conventions

Java **naming convention** is a rule to follow as you decide what to name your identifiers such as class, package, variable, constant, method etc.

But, it is not forced to follow. So, it is known as convention not rule.

All the classes, interfaces, packages, methods and fields of java programming language are given according to java naming convention.

## Advantage of naming conventions in java

By using standard Java naming conventions, you make your code easier to read for yourself and for other programmers. Readability of Java program is very important. It indicates that **less time** is spent to figure out what the code does.

|  |  |
| --- | --- |
| **Name** | **Convention** |
| class name | should start with uppercase letter and be a noun e.g. String, Color, Button, System, Thread etc. |
| interface name | should start with uppercase letter and be an adjective e.g. Runnable, Remote, ActionListener etc. |
| method name | should start with lowercase letter and be a verb e.g. actionPerformed(), main(), print(), println() etc. |
| variable name | should start with lowercase letter e.g. firstName, orderNumber etc. |
| package name | should be in lowercase letter e.g. java, lang, sql, util etc. |
| constants name | should be in uppercase letter. e.g. RED, YELLOW, MAX\_PRIORITY etc. |

## CamelCase in java naming conventions

Java follows camelcase syntax for naming the class, interface, method and variable.

If name is combined with two words, second word will start with uppercase letter always e.g. actionPerformed(), firstName, ActionEvent, ActionListener etc.

# Object and Class in Java

1. [Object in Java](https://www.javatpoint.com/object-and-class-in-java#object)
2. [Class in Java](https://www.javatpoint.com/object-and-class-in-java#class)
3. [Instace Variable in Java](https://www.javatpoint.com/object-and-class-in-java#objectinstancevariable)
4. [Method in Java](https://www.javatpoint.com/object-and-class-in-java#objectmethod)
5. [Example of Object and class that maintains the records of student](https://www.javatpoint.com/object-and-class-in-java#objectex2)
6. [Annonymous Object](https://www.javatpoint.com/object-and-class-in-java#objectannonymous)

In this page, we will learn about java objects and classes. In object-oriented programming technique, we design a program using objects and classes.

Object is the physical as well as logical entity whereas class is the logical entity only.

### **Object in Java**
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An entity that has state and behavior is known as an object e.g. chair, bike, marker, pen, table, car etc. It can be physical or logical (tangible and intangible). The example of intangible object is banking system.

An object has three characteristics:

* **state:** represents data (value) of an object.
* **behavior:** represents the behavior (functionality) of an object such as deposit, withdraw etc.
* **identity:** Object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. But, it is used internally by the JVM to identify each object uniquely.

For Example: Pen is an object. Its name is Reynolds, color is white etc. known as its state. It is used to write, so writing is its behavior.

**Object is an instance of a class.** Class is a template or blueprint from which objects are created. So object is the instance(result) of a class.

**Object Definitions:**

* Object is a real world entity.
* Object is a run time entity.
* Object is an entity which has state and behavior.
* Object is an instance of a class.

### **Class in Java**

A class is a group of objects which have common properties. It is a template or blueprint from which objects are created. It is a logical entity. It can't be physical.

A class in Java can contain:

* **fields**
* **methods**
* **constructors**
* **blocks**
* **nested class and interface**

### **Syntax to declare a class:**

1. **class** <class\_name>{
2. field;
3. method;
4. }

### **Instance variable in Java**

A variable which is created inside the class but outside the method, is known as instance variable. Instance variable doesn't get memory at compile time. It gets memory at run time when object(instance) is created. That is why, it is known as instance variable.

### **Method in Java**

In java, a method is like function i.e. used to expose behavior of an object.

#### Advantage of Method

* Code Reusability
* Code Optimization

### **new keyword in Java**

The new keyword is used to allocate memory at run time. All objects get memory in Heap memory area.

### **Object and Class Example: main within class**

In this example, we have created a Student class that have two data members id and name. We are creating the object of the Student class by new keyword and printing the objects value.

Here, we are creating main() method inside the class.

*File: Student.java*

1. **class** Student{
2. **int** id;//field or data member or instance variable
3. String name;
5. **public** **static** **void** main(String args[]){
6. Student s1=**new** Student();//creating an object of Student
7. System.out.println(s1.id);//accessing member through reference variable
8. System.out.println(s1.name);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student)

Output:

0

null

### **Object and Class Example: main outside class**

In real time development, we create classes and use it from another class. It is a better approach than previous one. Let's see a simple example, where we are having main() method in another class.

We can have multiple classes in different java files or single java file. If you define multiple classes in a single java source file, it is a good idea to save the file name with the class name which has main() method.

*File: TestStudent1.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent1{
6. **public** **static** **void** main(String args[]){
7. Student s1=**new** Student();
8. System.out.println(s1.id);
9. System.out.println(s1.name);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent1)

Output:

0

null

## 3 Ways to initialize object

There are 3 ways to initialize object in java.

1. By reference variable
2. By method
3. By constructor

### **1) Object and Class Example: Initialization through reference**

Initializing object simply means storing data into object. Let's see a simple example where we are going to initialize object through reference variable.

*File: TestStudent2.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent2{
6. **public** **static** **void** main(String args[]){
7. Student s1=**new** Student();
8. s1.id=101;
9. s1.name="Sonoo";
10. System.out.println(s1.id+" "+s1.name);//printing members with a white space
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent2)

Output:

101 Sonoo

We can also create multiple objects and store information in it through reference variable.

*File: TestStudent3.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent3{
6. **public** **static** **void** main(String args[]){
7. //Creating objects
8. Student s1=**new** Student();
9. Student s2=**new** Student();
10. //Initializing objects
11. s1.id=101;
12. s1.name="Sonoo";
13. s2.id=102;
14. s2.name="Amit";
15. //Printing data
16. System.out.println(s1.id+" "+s1.name);
17. System.out.println(s2.id+" "+s2.name);
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent3)

Output:

101 Sonoo

102 Amit

### **2) Object and Class Example: Initialization through method**

In this example, we are creating the two objects of Student class and initializing the value to these objects by invoking the insertRecord method. Here, we are displaying the state (data) of the objects by invoking the displayInformation() method.

*File: TestStudent4.java*

1. **class** Student{
2. **int** rollno;
3. String name;
4. **void** insertRecord(**int** r, String n){
5. rollno=r;
6. name=n;
7. }
8. **void** displayInformation(){System.out.println(rollno+" "+name);}
9. }
10. **class** TestStudent4{
11. **public** **static** **void** main(String args[]){
12. Student s1=**new** Student();
13. Student s2=**new** Student();
14. s1.insertRecord(111,"Karan");
15. s2.insertRecord(222,"Aryan");
16. s1.displayInformation();
17. s2.displayInformation();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent4)

Output:

111 Karan

222 Aryan
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As you can see in the above figure, object gets the memory in heap memory area. The reference variable refers to the object allocated in the heap memory area. Here, s1 and s2 both are reference variables that refer to the objects allocated in memory.

### **3) Object and Class Example: Initialization through constructor**

We will learn about constructors in java later.

### **Object and Class Example: Employee**

Let's see an example where we are maintaining records of employees.

*File: TestEmployee.java*

1. **class** Employee{
2. **int** id;
3. String name;
4. **float** salary;
5. **void** insert(**int** i, String n, **float** s) {
6. id=i;
7. name=n;
8. salary=s;
9. }
10. **void** display(){System.out.println(id+" "+name+" "+salary);}
11. }
12. **public** **class** TestEmployee {
13. **public** **static** **void** main(String[] args) {
14. Employee e1=**new** Employee();
15. Employee e2=**new** Employee();
16. Employee e3=**new** Employee();
17. e1.insert(101,"ajeet",45000);
18. e2.insert(102,"irfan",25000);
19. e3.insert(103,"nakul",55000);
20. e1.display();
21. e2.display();
22. e3.display();
23. }
24. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestEmployee)

Output:

101 ajeet 45000.0

102 irfan 25000.0

103 nakul 55000.0

### **Object and Class Example: Rectangle**

There is given another example that maintains the records of Rectangle class.

*File: TestRectangle1.java*

1. **class** Rectangle{
2. **int** length;
3. **int** width;
4. **void** insert(**int** l, **int** w){
5. length=l;
6. width=w;
7. }
8. **void** calculateArea(){System.out.println(length\*width);}
9. }
10. **class** TestRectangle1{
11. **public** **static** **void** main(String args[]){
12. Rectangle r1=**new** Rectangle();
13. Rectangle r2=**new** Rectangle();
14. r1.insert(11,5);
15. r2.insert(3,15);
16. r1.calculateArea();
17. r2.calculateArea();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestRectangle1)

Output:

55

45

## What are the different ways to create an object in Java?

There are many ways to create an object in java. They are:

* By new keyword
* By newInstance() method
* By clone() method
* By deserialization
* By factory method etc.

We will learn these ways to create object later.

## Anonymous object

Anonymous simply means nameless. An object which has no reference is known as anonymous object. It can be used at the time of object creation only.

If you have to use an object only once, anonymous object is a good approach. For example:

1. **new** Calculation();//anonymous object

Calling method through reference:

1. Calculation c=**new** Calculation();
2. c.fact(5);

Calling method through anonymous object

1. **new** Calculation().fact(5);

Let's see the full example of anonymous object in java.

1. **class** Calculation{
2. **void** fact(**int**  n){
3. **int** fact=1;
4. **for**(**int** i=1;i<=n;i++){
5. fact=fact\*i;
6. }
7. System.out.println("factorial is "+fact);
8. }
9. **public** **static** **void** main(String args[]){
10. **new** Calculation().fact(5);//calling method with anonymous object
11. }
12. }

Output:

Factorial is 120

### **Creating multiple objects by one type only**

We can create multiple objects by one type only as we do in case of primitives.

Initialization of primitive variables:

1. **int** a=10, b=20;

Initialization of refernce variables:

1. Rectangle r1=**new** Rectangle(), r2=**new** Rectangle();//creating two objects

Let's see the example:

1. **class** Rectangle{
2. **int** length;
3. **int** width;
4. **void** insert(**int** l,**int** w){
5. length=l;
6. width=w;
7. }
8. **void** calculateArea(){System.out.println(length\*width);}
9. }
10. **class** TestRectangle2{
11. **public** **static** **void** main(String args[]){
12. Rectangle r1=**new** Rectangle(),r2=**new** Rectangle();//creating two objects
13. r1.insert(11,5);
14. r2.insert(3,15);
15. r1.calculateArea();
16. r2.calculateArea();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestRectangle2)

Output:

55

45

### **Real World Example: Account**

*File: TestAccount.java*

1. **class** Account{
2. **int** acc\_no;
3. String name;
4. **float** amount;
5. **void** insert(**int** a,String n,**float** amt){
6. acc\_no=a;
7. name=n;
8. amount=amt;
9. }
10. **void** deposit(**float** amt){
11. amount=amount+amt;
12. System.out.println(amt+" deposited");
13. }
14. **void** withdraw(**float** amt){
15. **if**(amount<amt){
16. System.out.println("Insufficient Balance");
17. }**else**{
18. amount=amount-amt;
19. System.out.println(amt+" withdrawn");
20. }
21. }
22. **void** checkBalance(){System.out.println("Balance is: "+amount);}
23. **void** display(){System.out.println(acc\_no+" "+name+" "+amount);}
24. }
26. **class** TestAccount{
27. **public** **static** **void** main(String[] args){
28. Account a1=**new** Account();
29. a1.insert(832345,"Ankit",1000);
30. a1.display();
31. a1.checkBalance();
32. a1.deposit(40000);
33. a1.checkBalance();
34. a1.withdraw(15000);
35. a1.checkBalance();
36. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAccount)

Output:

832345 Ankit 1000.0

Balance is: 1000.0

40000.0 deposited

Balance is: 41000.0

15000.0 withdrawn

Balance is: 26000.0

|  |  |  |
| --- | --- | --- |
| Constructor in Java  1. [Types of constructors](https://www.javatpoint.com/java-constructor#constypes)    1. [Default Constructor](https://www.javatpoint.com/java-constructor#consdef)    2. [Parameterized Constructor](https://www.javatpoint.com/java-constructor#conspara) 2. [Constructor Overloading](https://www.javatpoint.com/java-constructor#consoverloading) 3. [Does constructor return any value](https://www.javatpoint.com/java-constructor#consdoesreturn) 4. [Copying the values of one object into another](https://www.javatpoint.com/java-constructor#conscopy) 5. [Does constructor perform other task instead initialization](https://www.javatpoint.com/java-constructor#consothertask)   In Java, constructor is a block of codes similar to method. It is called when an instance of object is created and memory is allocated for the object.  It is a special type of method which is used to initialize the object. **When a constructor is called** Everytime an object is created using new() keyword, atleast one constructor is called. It is called a default constructor.  **Note:** It is called constructor because it constructs the values at the time of object creation. It is not necessary to write a constructor for a class. It is because java compiler creates a default constructor if your class doesn't have any. **Rules for creating java constructor** There are basically two rules defined for the constructor.   1. Constructor name must be same as its class name 2. Constructor must have no explicit return type  **Types of java constructors** There are two types of constructors in java:   1. Default constructor (no-arg constructor) 2. Parameterized constructor   java constructor Java Default Constructor A constructor is called "Default Constructor" when it doesn't have any parameter. **Syntax of default constructor:**  1. <class\_name>(){}  Example of default constructor  |  | | --- | | In this example, we are creating the no-arg constructor in the Bike class. It will be invoked at the time of object creation. |  1. **class** Bike1{ 2. Bike1(){System.out.println("Bike is created");} 3. **public** **static** **void** main(String args[]){ 4. Bike1 b=**new** Bike1(); 5. } 6. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike1)  Output:  Bike is created Rule: If there is no constructor in a class, compiler automatically creates a default constructor. default constructor **Q) What is the purpose of default constructor?** Default constructor is used to provide the default values to the object like 0, null etc. depending on the type. **Example of default constructor that displays the default values**  1. **class** Student3{ 2. **int** id; 3. String name; 5. **void** display(){System.out.println(id+" "+name);} 7. **public** **static** **void** main(String args[]){ 8. Student3 s1=**new** Student3(); 9. Student3 s2=**new** Student3(); 10. s1.display(); 11. s2.display(); 12. } 13. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student3)  Output:  0 null  0 null  **Explanation:**In the above class,you are not creating any constructor so compiler provides you a default constructor.Here 0 and null values are provided by default constructor. **Java parameterized constructor** A constructor which has a specific number of parameters is called parameterized constructor. **Why use parameterized constructor?**  |  | | --- | | Parameterized constructor is used to provide different values to the distinct objects. |  **Example of parameterized constructor** In this example, we have created the constructor of Student class that have two parameters. We can have any number of parameters in the constructor. |

1. **class** Student4{
2. **int** id;
3. String name;
5. Student4(**int** i,String n){
6. id = i;
7. name = n;
8. }
9. **void** display(){System.out.println(id+" "+name);}
11. **public** **static** **void** main(String args[]){
12. Student4 s1 = **new** Student4(111,"Karan");
13. Student4 s2 = **new** Student4(222,"Aryan");
14. s1.display();
15. s2.display();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student4)

Output:

111 Karan

222 Aryan

## Constructor Overloading in Java

In Java, a constructor is just like a method but without return type. It can also be overloaded like Java methods.

Constructor overloading in Java is a technique of having more than one constructor with different parameter lists. They are arranged in a way that each constructor performs a different task. They are differentiated by the compiler by the number of parameters in the list and their types.

### **Example of Constructor Overloading**

1. **class** Student5{
2. **int** id;
3. String name;
4. **int** age;
5. Student5(**int** i,String n){
6. id = i;
7. name = n;
8. }
9. Student5(**int** i,String n,**int** a){
10. id = i;
11. name = n;
12. age=a;
13. }
14. **void** display(){System.out.println(id+" "+name+" "+age);}
16. **public** **static** **void** main(String args[]){
17. Student5 s1 = **new** Student5(111,"Karan");
18. Student5 s2 = **new** Student5(222,"Aryan",25);
19. s1.display();
20. s2.display();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student5)

Output:

111 Karan 0

222 Aryan 25

## Difference between constructor and method in java

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| Constructor is used to initialize the state of an object. | Method is used to expose behaviour of an object. |
| Constructor must not have return type. | Method must have return type. |
| Constructor is invoked implicitly. | Method is invoked explicitly. |
| The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by compiler in any case. |
| Constructor name must be same as the class name. | Method name may or may not be same as class name. |

## Java Copy Constructor

There is no copy constructor in java. But, we can copy the values of one object to another like copy constructor in C++.

There are many ways to copy the values of one object into another in java. They are:

* By constructor
* By assigning the values of one object into another
* By clone() method of Object class

In this example, we are going to copy the values of one object into another using java constructor.

1. **class** Student6{
2. **int** id;
3. String name;
4. Student6(**int** i,String n){
5. id = i;
6. name = n;
7. }
9. Student6(Student6 s){
10. id = s.id;
11. name =s.name;
12. }
13. **void** display(){System.out.println(id+" "+name);}
15. **public** **static** **void** main(String args[]){
16. Student6 s1 = **new** Student6(111,"Karan");
17. Student6 s2 = **new** Student6(s1);
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student6)

Output:

111 Karan

111 Karan

## Copying values without constructor

We can copy the values of one object into another by assigning the objects values to another object. In this case, there is no need to create the constructor.

1. **class** Student7{
2. **int** id;
3. String name;
4. Student7(**int** i,String n){
5. id = i;
6. name = n;
7. }
8. Student7(){}
9. **void** display(){System.out.println(id+" "+name);}
11. **public** **static** **void** main(String args[]){
12. Student7 s1 = **new** Student7(111,"Karan");
13. Student7 s2 = **new** Student7();
14. s2.id=s1.id;
15. s2.name=s1.name;
16. s1.display();
17. s2.display();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student7)

Output:

111 Karan

111 Karan

### **Q) Does constructor return any value?**

**Ans:**yes, that is current class instance (You cannot use return type yet it returns a value).

### **Can constructor perform other tasks instead of initialization?**

Yes, like object creation, starting a thread, calling method etc. You can perform any operation in the constructor as you perform in the method.

# Java static keyword

1. [Static variable](https://www.javatpoint.com/static-keyword-in-java#staticv)
2. [Program of counter without static variable](https://www.javatpoint.com/static-keyword-in-java#staticvcounter1)
3. [Program of counter with static variable](https://www.javatpoint.com/static-keyword-in-java#staticvcounter2)
4. [Static method](https://www.javatpoint.com/static-keyword-in-java#staticm)
5. [Restrictions for static method](https://www.javatpoint.com/static-keyword-in-java#staticmr)
6. [Why main method is static ?](https://www.javatpoint.com/static-keyword-in-java#staticwhymain)
7. [Static block](https://www.javatpoint.com/static-keyword-in-java#staticblock)
8. [Can we execute a program without main method ?](https://www.javatpoint.com/static-keyword-in-java#staticwithoutmain)

The **static keyword** in java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class.

The static can be:

1. variable (also known as class variable)
2. method (also known as class method)
3. block
4. nested class

## 1) Java static variable

If you declare any variable as static, it is known static variable.

* The static variable can be used to refer the common property of all objects (that is not unique for each object) e.g. company name of employees,college name of students etc.
* The static variable gets memory only once in class area at the time of class loading.

### **Advantage of static variable**

It makes your program **memory efficient** (i.e it saves memory).

#### Understanding problem without static variable

1. **class** Student{
2. **int** rollno;
3. String name;
4. String college="ITS";
5. }

Suppose there are 500 students in my college, now all instance data members will get memory each time when object is created.All student have its unique rollno and name so instance data member is good.Here, college refers to the common property of all objects.If we make it static,this field will get memory only once.

#### Java static property is shared to all objects.

### **Example of static variable**

1. //Program of static variable
3. **class** Student8{
4. **int** rollno;
5. String name;
6. **static** String college ="ITS";
8. Student8(**int** r,String n){
9. rollno = r;
10. name = n;
11. }
12. **void** display (){System.out.println(rollno+" "+name+" "+college);}
14. **public** **static** **void** main(String args[]){
15. Student8 s1 = **new** Student8(111,"Karan");
16. Student8 s2 = **new** Student8(222,"Aryan");
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student8)

Output:111 Karan ITS

222 Aryan ITS
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### **Program of counter without static variable**

In this example, we have created an instance variable named count which is incremented in the constructor. Since instance variable gets the memory at the time of object creation, each object will have the copy of the instance variable, if it is incremented, it won't reflect to other objects. So each objects will have the value 1 in the count variable.

1. **class** Counter{
2. **int** count=0;//will get memory when instance is created
4. Counter(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter c1=**new** Counter();
12. Counter c2=**new** Counter();
13. Counter c3=**new** Counter();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter)

Output:1

1

1

### **Program of counter by static variable**

|  |
| --- |
| As we have mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value. |

1. **class** Counter2{
2. **static** **int** count=0;//will get memory only once and retain its value
4. Counter2(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter2 c1=**new** Counter2();
12. Counter2 c2=**new** Counter2();
13. Counter2 c3=**new** Counter2();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter2)

Output:1

2

3

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* static method can access static data member and can change the value of it.

### **Example of static method**

1. //Program of changing the common property of all objects(static field).
3. **class** Student9{
4. **int** rollno;
5. String name;
6. **static** String college = "ITS";
8. **static** **void** change(){
9. college = "BBDIT";
10. }
12. Student9(**int** r, String n){
13. rollno = r;
14. name = n;
15. }
17. **void** display (){System.out.println(rollno+" "+name+" "+college);}
19. **public** **static** **void** main(String args[]){
20. Student9.change();
22. Student9 s1 = **new** Student9 (111,"Karan");
23. Student9 s2 = **new** Student9 (222,"Aryan");
24. Student9 s3 = **new** Student9 (333,"Sonoo");
26. s1.display();
27. s2.display();
28. s3.display();
29. }
30. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student9)

Output:111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

### **Another example of static method that performs normal calculation**

1. //Program to get cube of a given number by static method
3. **class** Calculate{
4. **static** **int** cube(**int** x){
5. **return** x\*x\*x;
6. }
8. **public** **static** **void** main(String args[]){
9. **int** result=Calculate.cube(5);
10. System.out.println(result);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Calculate)

Output:125

### **Restrictions for static method**

|  |
| --- |
| There are two main restrictions for the static method. They are: |

|  |
| --- |
| 1. The static method can not use non static data member or call non-static method directly. 2. this and super cannot be used in static context. |

1. **class** A{
2. **int** a=40;//non static
4. **public** **static** **void** main(String args[]){
5. System.out.println(a);
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A)

Output:Compile Time Error

### **Q) why java main method is static?**

|  |
| --- |
| Ans) because object is not required to call static method if it were non-static method, jvm create object first then call main() method that will lead the problem of extra memory allocation. |

## 3) Java static block

* Is used to initialize the static data member.
* It is executed before main method at the time of classloading.

### **Example of static block**

1. **class** A2{
2. **static**{System.out.println("static block is invoked");}
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello main");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A2)

Output:static block is invoked

Hello main

### **Q) Can we execute a program without main() method?**

Ans) Yes, one of the way is static block but in previous version of JDK not in JDK 1.7.

1. **class** A3{
2. **static**{
3. System.out.println("static block is invoked");
4. System.exit(0);
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A3)

Output:static block is invoked (if not JDK7)

In JDK7 and above, output will be:

Output:Error: Main method not found in class A3, please define the main method as:

public static void main(String[] args)

# this keyword in java

There can be a lot of usage of **java this keyword**. In java, this is a **reference variable** that refers to the current object.

## Usage of java this keyword

Here is given the 6 usage of java this keyword.

1. this can be used to refer current class instance variable.
2. this can be used to invoke current class method (implicitly)
3. this() can be used to invoke current class constructor.
4. this can be passed as an argument in the method call.
5. this can be passed as argument in the constructor call.
6. this can be used to return the current class instance from the method.

**Suggestion:** If you are beginner to java, lookup only three usage of this keyword.
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### **1) this: to refer current class instance variable**

The this keyword can be used to refer current class instance variable. If there is ambiguity between the instance variables and parameters, this keyword resolves the problem of ambiguity.

#### Understanding the problem without this keyword

|  |
| --- |
| Let's understand the problem if we don't use this keyword by the example given below: |

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. rollno=rollno;
7. name=name;
8. fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
12. **class** TestThis1{
13. **public** **static** **void** main(String args[]){
14. Student s1=**new** Student(111,"ankit",5000f);
15. Student s2=**new** Student(112,"sumit",6000f);
16. s1.display();
17. s2.display();
18. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis1)

Output:

0 null 0.0

0 null 0.0

In the above example, parameters (formal arguments) and instance variables are same. So, we are using this keyword to distinguish local variable and instance variable.

#### Solution of the above problem by this keyword

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis2{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis2)

Output:

111 ankit 5000

112 sumit 6000

If local variables(formal arguments) and instance variables are different, there is no need to use this keyword like in the following program:

#### Program where this keyword is not required

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** r,String n,**float** f){
6. rollno=r;
7. name=n;
8. fee=f;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis3{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis3)

Output:

111 ankit 5000

112 sumit 6000

#### It is better approach to use meaningful names for variables. So we use same name for instance variables and parameters in real time, and always use this keyword.

### **2) this: to invoke current class method**

You may invoke the method of the current class by using the this keyword. If you don't use the this keyword, compiler automatically adds this keyword while invoking the method. Let's see the example

![this keyword](data:image/jpeg;base64,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)

1. **class** A{
2. **void** m(){System.out.println("hello m");}
3. **void** n(){
4. System.out.println("hello n");
5. //m();//same as this.m()
6. **this**.m();
7. }
8. }
9. **class** TestThis4{
10. **public** **static** **void** main(String args[]){
11. A a=**new** A();
12. a.n();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis4)

Output:

hello n

hello m

### **3) this() : to invoke current class constructor**

The this() constructor call can be used to invoke the current class constructor. It is used to reuse the constructor. In other words, it is used for constructor chaining.

**Calling default constructor from parameterized constructor:**

1. **class** A{
2. A(){System.out.println("hello a");}
3. A(**int** x){
4. **this**();
5. System.out.println(x);
6. }
7. }
8. **class** TestThis5{
9. **public** **static** **void** main(String args[]){
10. A a=**new** A(10);
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis5)

Output:

hello a

10

**Calling parameterized constructor from default constructor:**

1. **class** A{
2. A(){
3. **this**(5);
4. System.out.println("hello a");
5. }
6. A(**int** x){
7. System.out.println(x);
8. }
9. }
10. **class** TestThis6{
11. **public** **static** **void** main(String args[]){
12. A a=**new** A();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis6)

Output:

5

hello a

### **Real usage of this() constructor call**

The this() constructor call should be used to reuse the constructor from the constructor. It maintains the chain between the constructors i.e. it is used for constructor chaining. Let's see the example given below that displays the actual use of this keyword.

1. **class** Student{
2. **int** rollno;
3. String name,course;
4. **float** fee;
5. Student(**int** rollno,String name,String course){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.course=course;
9. }
10. Student(**int** rollno,String name,String course,**float** fee){
11. **this**(rollno,name,course);//reusing constructor
12. **this**.fee=fee;
13. }
14. **void** display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}
15. }
16. **class** TestThis7{
17. **public** **static** **void** main(String args[]){
18. Student s1=**new** Student(111,"ankit","java");
19. Student s2=**new** Student(112,"sumit","java",6000f);
20. s1.display();
21. s2.display();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis7)

Output:

111 ankit java null

112 sumit java 6000

#### Rule: Call to this() must be the first statement in constructor.

1. **class** Student{
2. **int** rollno;
3. String name,course;
4. **float** fee;
5. Student(**int** rollno,String name,String course){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.course=course;
9. }
10. Student(**int** rollno,String name,String course,**float** fee){
11. **this**.fee=fee;
12. **this**(rollno,name,course);//C.T.Error
13. }
14. **void** display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}
15. }
16. **class** TestThis8{
17. **public** **static** **void** main(String args[]){
18. Student s1=**new** Student(111,"ankit","java");
19. Student s2=**new** Student(112,"sumit","java",6000f);
20. s1.display();
21. s2.display();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis8)

Compile Time Error: Call to this must be first statement in constructor

### **4) this: to pass as an argument in the method**

The this keyword can also be passed as an argument in the method. It is mainly used in the event handling. Let's see the example:

1. **class** S2{
2. **void** m(S2 obj){
3. System.out.println("method is invoked");
4. }
5. **void** p(){
6. m(**this**);
7. }
8. **public** **static** **void** main(String args[]){
9. S2 s1 = **new** S2();
10. s1.p();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=S2)

Output:

method is invoked

### **Application of this that can be passed as an argument:**

In event handling (or) in a situation where we have to provide reference of a class to another one. It is used to reuse one object in many methods.

### **5) this: to pass as argument in the constructor call**

We can pass the this keyword in the constructor also. It is useful if we have to use one object in multiple classes. Let's see the example:

1. **class** B{
2. A4 obj;
3. B(A4 obj){
4. **this**.obj=obj;
5. }
6. **void** display(){
7. System.out.println(obj.data);//using data member of A4 class
8. }
9. }
11. **class** A4{
12. **int** data=10;
13. A4(){
14. B b=**new** B(**this**);
15. b.display();
16. }
17. **public** **static** **void** main(String args[]){
18. A4 a=**new** A4();
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A4)

Output:10

### **6) this keyword can be used to return current class instance**

We can return this keyword as an statement from the method. In such case, return type of the method must be the class type (non-primitive). Let's see the example:

### **Syntax of this that can be returned as a statement**

1. return\_type method\_name(){
2. **return** **this**;
3. }

### **Example of this keyword that you return as a statement from the method**

1. **class** A{
2. A getA(){
3. **return** **this**;
4. }
5. **void** msg(){System.out.println("Hello java");}
6. }
7. **class** Test1{
8. **public** **static** **void** main(String args[]){
9. **new** A().getA().msg();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test1)

Output:

Hello java

### **Proving this keyword**

|  |
| --- |
| Let's prove that this keyword refers to the current class instance variable. In this program, we are printing the reference variable and this, output of both variables are same. |

1. **class** A5{
2. **void** m(){
3. System.out.println(**this**);//prints same reference ID
4. }
5. **public** **static** **void** main(String args[]){
6. A5 obj=**new** A5();
7. System.out.println(obj);//prints the reference ID
8. obj.m();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A5)

Output:

A5@22b3ea59

A5@22b3ea59

INHERITANCE:

# Inheritance in Java

1. [Inheritance](https://www.javatpoint.com/inheritance-in-java)
2. [Types of Inheritance](https://www.javatpoint.com/inheritance-in-java#inheritancetypes)
3. [Why multiple inheritance is not possible in java in case of class?](https://www.javatpoint.com/inheritance-in-java#inheritancenotmultiple)

**Inheritance in java** is a mechanism in which one object acquires all the properties and behaviors of parent object. It is an important part of OPPs(Object Oriented programming system).

The idea behind inheritance in java is that you can create new classes that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of parent class, and you can add new methods and fields also.

Inheritance represents the **IS-A relationship**, also known as parent-child relationship.

### **Why use inheritance in java**

* For Method Overriding (so runtime polymorphism can be achieved).
* For Code Reusability.

### **Terms used in Inheritence**

* **Class:** A class is a group of objects which have common properties. It is a template or blueprint from which objects are created.
* **Sub Class/Child Class:** Subclass is a class which inherits the other class. It is also called a derived class, extended class, or child class.
* **Super Class/Parent Class:** Superclass is the class from where a subclass inherits the features. It is also called a base class or a parent class.
* **Reusability:** As the name specifies, reusability is a mechanism which facilitates you to reuse the fields and methods of the existing class when you create a new class. You can use the same fields and methods already defined in previous class.

### **Syntax of Java Inheritance**

1. **class** Subclass-name **extends** Superclass-name
2. {
3. //methods and fields
4. }

The **extends keyword** indicates that you are making a new class that derives from an existing class. The meaning of "extends" is to increase the functionality.

In the terminology of Java, a class which is inherited is called parent or super class and the new class is called child or subclass.

### **Java Inheritance Example**
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As displayed in the above figure, Programmer is the subclass and Employee is the superclass. Relationship between two classes is **Programmer IS-A Employee**.It means that Programmer is a type of Employee.

1. **class** Employee{
2. **float** salary=40000;
3. }
4. **class** Programmer **extends** Employee{
5. **int** bonus=10000;
6. **public** **static** **void** main(String args[]){
7. Programmer p=**new** Programmer();
8. System.out.println("Programmer salary is:"+p.salary);
9. System.out.println("Bonus of Programmer is:"+p.bonus);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Programmer)

Programmer salary is:40000.0

Bonus of programmer is:10000

In the above example, Programmer object can access the field of own class as well as of Employee class i.e. code reusability.

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: single, multilevel and hierarchical.

In java programming, multiple and hybrid inheritance is supported through interface only. We will learn about interfaces later.
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#### Note: Multiple inheritance is not supported in java through class.

When a class extends multiple classes i.e. known as multiple inheritance. For Example:
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## Single Inheritance Example

*File: TestInheritance.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** TestInheritance{
8. **public** **static** **void** main(String args[]){
9. Dog d=**new** Dog();
10. d.bark();
11. d.eat();
12. }}

Output:

barking...

eating...

## Multilevel Inheritance Example

*File: TestInheritance2.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** weep(){System.out.println("weeping...");}
9. }
10. **class** TestInheritance2{
11. **public** **static** **void** main(String args[]){
12. BabyDog d=**new** BabyDog();
13. d.weep();
14. d.bark();
15. d.eat();
16. }}

Output:

weeping...

barking...

eating...

## Hierarchical Inheritance Example

*File: TestInheritance3.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** meow(){System.out.println("meowing...");}
9. }
10. **class** TestInheritance3{
11. **public** **static** **void** main(String args[]){
12. Cat c=**new** Cat();
13. c.meow();
14. c.eat();
15. //c.bark();//C.T.Error
16. }}

Output:

meowing...

eating...

## Q) Why multiple inheritance is not supported in java?

To reduce the complexity and simplify the language, multiple inheritance is not supported in java.

Consider a scenario where A, B and C are three classes. The C class inherits A and B classes. If A and B classes have same method and you call it from child class object, there will be ambiguity to call method of A or B class.

Since compile time errors are better than runtime errors, java renders compile time error if you inherit 2 classes. So whether you have same method or different, there will be compile time error now.

1. **class** A{
2. **void** msg(){System.out.println("Hello");}
3. }
4. **class** B{
5. **void** msg(){System.out.println("Welcome");}
6. }
7. **class** C **extends** A,B{//suppose if it were
9. Public Static **void** main(String args[]){
10. C obj=**new** C();
11. obj.msg();//Now which msg() method would be invoked?
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=C)

Compile Time Error

# Aggregation in Java

If a class have an entity reference, it is known as Aggregation. Aggregation represents HAS-A relationship.

Consider a situation, Employee object contains many informations such as id, name, emailId etc. It contains one more object named address, which contains its own informations such as city, state, country, zipcode etc. as given below.

1. **class** Employee{
2. **int** id;
3. String name;
4. Address address;//Address is a class
5. ...
6. }

In such case, Employee has an entity reference address, so relationship is Employee HAS-A address.

### **Why use Aggregation?**

* For Code Reusability.

### **Simple Example of Aggregation**
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In this example, we have created the reference of Operation class in the Circle class.

1. **class** Operation{
2. **int** square(**int** n){
3. **return** n\*n;
4. }
5. }
7. **class** Circle{
8. Operation op;//aggregation
9. **double** pi=3.14;
11. **double** area(**int** radius){
12. op=**new** Operation();
13. **int** rsquare=op.square(radius);//code reusability (i.e. delegates the method call).
14. **return** pi\*rsquare;
15. }


19. **public** **static** **void** main(String args[]){
20. Circle c=**new** Circle();
21. **double** result=c.area(5);
22. System.out.println(result);
23. }
24. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Circle)

Output:78.5

### **When use Aggregation?**

* Code reuse is also best achieved by aggregation when there is no is-a relationship.
* Inheritance should be used only if the relationship is-a is maintained throughout the lifetime of the objects involved; otherwise, aggregation is the best choice.

### **Understanding meaningful example of Aggregation**

In this example, Employee has an object of Address, address object contains its own informations such as city, state, country etc. In such case relationship is Employee HAS-A address.

#### Address.java

1. **public** **class** Address {
2. String city,state,country;
4. **public** Address(String city, String state, String country) {
5. **this**.city = city;
6. **this**.state = state;
7. **this**.country = country;
8. }
10. }

#### Emp.java

1. **public** **class** Emp {
2. **int** id;
3. String name;
4. Address address;
6. **public** Emp(**int** id, String name,Address address) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.address=address;
10. }
12. **void** display(){
13. System.out.println(id+" "+name);
14. System.out.println(address.city+" "+address.state+" "+address.country);
15. }
17. **public** **static** **void** main(String[] args) {
18. Address address1=**new** Address("gzb","UP","india");
19. Address address2=**new** Address("gno","UP","india");
21. Emp e=**new** Emp(111,"varun",address1);
22. Emp e2=**new** Emp(112,"arun",address2);
24. e.display();
25. e2.display();
27. }
28. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Emp)

Output:111 varun

gzb UP india

112 arun

gno UP india

# Method Overloading in Java

1. [Different ways to overload the method](https://www.javatpoint.com/method-overloading-in-java#monumberofways)
2. [By changing the no. of arguments](https://www.javatpoint.com/method-overloading-in-java#mobynumber)
3. [By changing the datatype](https://www.javatpoint.com/method-overloading-in-java#mobydatatype)
4. [Why method overloading is not possible by changing the return type](https://www.javatpoint.com/method-overloading-in-java#moreturntype)
5. [Can we overload the main method](https://www.javatpoint.com/method-overloading-in-java#momainmethod)
6. [method overloading with Type Promotion](https://www.javatpoint.com/method-overloading-in-java#motypepromotion)

If a class has multiple methods having same name but different in parameters, it is known as **Method Overloading**.

If we have to perform only one operation, having same name of the methods increases the readability of the program.

Suppose you have to perform addition of the given numbers but there can be any number of arguments, if you write the method such as a(int,int) for two parameters, and b(int,int,int) for three parameters then it may be difficult for you as well as other programmers to understand the behavior of the method because its name differs.

So, we perform method overloading to figure out the program quickly.
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## Advantage of method overloading

Method overloading increases the readability of the program.

### **Different ways to overload the method**

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

#### In java, Method Overloading is not possible by changing the return type of the method only.

### **1) Method Overloading: changing no. of arguments**

In this example, we have created two methods, first add() method performs addition of two numbers and second add method performs addition of three numbers.

In this example, we are creating static methods so that we don't need to create instance for calling methods.

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;}
4. }
5. **class** TestOverloading1{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));
8. System.out.println(Adder.add(11,11,11));
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading1)

Output:

22

33

### **2) Method Overloading: changing data type of arguments**

In this example, we have created two methods that differs in data type. The first add method receives two integer arguments and second add method receives two double arguments.

1. **class** Adder{
2. **static** **int** add(**int** a, **int** b){**return** a+b;}
3. **static** **double** add(**double** a, **double** b){**return** a+b;}
4. }
5. **class** TestOverloading2{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));
8. System.out.println(Adder.add(12.3,12.6));
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading2)

Output:

22

24.9

### **Q) Why Method Overloading is not possible by changing the return type of method only?**

In java, method overloading is not possible by changing the return type of the method only because of ambiguity. Let's see how ambiguity may occur:

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **double** add(**int** a,**int** b){**return** a+b;}
4. }
5. **class** TestOverloading3{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));//ambiguity
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading3)

Output:

Compile Time Error: method add(int,int) is already defined in class Adder

System.out.println(Adder.add(11,11)); //Here, how can java determine which sum() method should be called?

#### Note: Compile Time Error is better than Run Time Error. So, java compiler renders compiler time error if you declare the same method having same parameters.

### **Can we overload java main() method?**

Yes, by method overloading. You can have any number of main methods in a class by method overloading. But JVM calls main() method which receives string array as arguments only. Let's see the simple example:

1. **class** TestOverloading4{
2. **public** **static** **void** main(String[] args){System.out.println("main with String[]");}
3. **public** **static** **void** main(String args){System.out.println("main with String");}
4. **public** **static** **void** main(){System.out.println("main without args");}
5. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading4)

Output:

main with String[]

## Method Overloading and Type Promotion

One type is promoted to another implicitly if no matching datatype is found. Let's understand the concept by the figure given below:

![method overloading with type promotion](data:image/jpeg;base64,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)

As displayed in the above diagram, byte can be promoted to short, int, long, float or double. The short datatype can be promoted to int,long,float or double. The char datatype can be promoted to int,long,float or double and so on.

### **Example of Method Overloading with TypePromotion**

1. **class** OverloadingCalculation1{
2. **void** sum(**int** a,**long** b){System.out.println(a+b);}
3. **void** sum(**int** a,**int** b,**int** c){System.out.println(a+b+c);}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation1 obj=**new** OverloadingCalculation1();
7. obj.sum(20,20);//now second int literal will be promoted to long
8. obj.sum(20,20,20);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation1)

Output:40

60

### **Example of Method Overloading with Type Promotion if matching found**

If there are matching type arguments in the method, type promotion is not performed.

1. **class** OverloadingCalculation2{
2. **void** sum(**int** a,**int** b){System.out.println("int arg method invoked");}
3. **void** sum(**long** a,**long** b){System.out.println("long arg method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation2 obj=**new** OverloadingCalculation2();
7. obj.sum(20,20);//now int arg sum() method gets invoked
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation2)

Output:int arg method invoked

### **Example of Method Overloading with Type Promotion in case of ambiguity**

If there are no matching type arguments in the method, and each method promotes similar number of arguments, there will be ambiguity.

1. **class** OverloadingCalculation3{
2. **void** sum(**int** a,**long** b){System.out.println("a method invoked");}
3. **void** sum(**long** a,**int** b){System.out.println("b method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation3 obj=**new** OverloadingCalculation3();
7. obj.sum(20,20);//now ambiguity
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation3)

Output:Compile Time Error

#### One type is not de-promoted implicitly for example double cannot be depromoted to any type implicitly.

# Method Overriding in Java

1. [Understanding problem without method overriding](https://www.javatpoint.com/method-overriding-in-java#moverproblem)
2. [Can we override the static method](https://www.javatpoint.com/method-overriding-in-java#movercanstatic)
3. [method overloading vs method overriding](https://www.javatpoint.com/method-overriding-in-java#moverdiff)

If subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in java**.

In other words, If subclass provides the specific implementation of the method that has been provided by one of its parent class, it is known as method overriding.

### **Usage of Java Method Overriding**

* Method overriding is used to provide specific implementation of a method that is already provided by its super class.
* Method overriding is used for runtime polymorphism

#### Rules for Java Method Overriding

1. method must have same name as in the parent class
2. method must have same parameter as in the parent class.
3. must be IS-A relationship (inheritance).

### **Understanding the problem without method overriding**

Let's understand the problem that we may face in the program if we don't use method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike **extends** Vehicle{
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Bike();
8. obj.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike)

Output:Vehicle is running

Problem is that I have to provide a specific implementation of run() method in subclass that is why we use method overriding.

### **Example of method overriding**

In this example, we have defined the run method in the subclass as defined in the parent class but it has some specific implementation. The name and parameter of the method is same and there is IS-A relationship between the classes, so there is method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike2 **extends** Vehicle{
5. **void** run(){System.out.println("Bike is running safely");}
7. **public** **static** **void** main(String args[]){
8. Bike2 obj = **new** Bike2();
9. obj.run();
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike2)

Output:Bike is running safely

### **Real example of Java Method Overriding**

Consider a scenario, Bank is a class that provides functionality to get rate of interest. But, rate of interest varies according to banks. For example, SBI, ICICI and AXIS banks could provide 8%, 7% and 9% rate of interest.
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1. **class** Bank{
2. **int** getRateOfInterest(){**return** 0;}
3. }
5. **class** SBI **extends** Bank{
6. **int** getRateOfInterest(){**return** 8;}
7. }
9. **class** ICICI **extends** Bank{
10. **int** getRateOfInterest(){**return** 7;}
11. }
12. **class** AXIS **extends** Bank{
13. **int** getRateOfInterest(){**return** 9;}
14. }
16. **class** Test2{
17. **public** **static** **void** main(String args[]){
18. SBI s=**new** SBI();
19. ICICI i=**new** ICICI();
20. AXIS a=**new** AXIS();
21. System.out.println("SBI Rate of Interest: "+s.getRateOfInterest());
22. System.out.println("ICICI Rate of Interest: "+i.getRateOfInterest());
23. System.out.println("AXIS Rate of Interest: "+a.getRateOfInterest());
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test2)

Output:

SBI Rate of Interest: 8

ICICI Rate of Interest: 7

AXIS Rate of Interest: 9

### **Can we override static method?**

No, static method cannot be overridden. It can be proved by runtime polymorphism, so we will learn it later.

### **Why we cannot override static method?**

because static method is bound with class whereas instance method is bound with object. Static belongs to class area and instance belongs to heap area.

### **Can we override java main method?**

No, because main is a static method.

## Difference between method Overloading and Method Overriding in java

[Click me for difference between method overloading and overriding](https://www.javatpoint.com/method-overloading-vs-method-overriding-in-java)

### **More topics on Method Overriding (Not For Beginners)**

[Method Overriding with Access Modifier](https://www.javatpoint.com/access-modifiers#accessoverriding)

Let's see the concept of method overriding with access modifier.

[Exception Handling with Method Overriding](https://www.javatpoint.com/exception-handling-with-method-overriding)

Let's see the concept of method overriding with exception handling.

# Covariant Return Type

The covariant return type specifies that the return type may vary in the same direction as the subclass.

Before Java5, it was not possible to override any method by changing the return type. But now, since Java5, it is possible to override method by changing the return type if subclass overrides any method whose return type is Non-Primitive but it changes its return type to subclass type. Let's take a simple example:

#### Note: If you are beginner to java, skip this topic and return to it after OOPs concepts.

### **Simple example of Covariant Return Type**

1. **class** A{
2. A get(){**return** **this**;}
3. }
5. **class** B1 **extends** A{
6. B1 get(){**return** **this**;}
7. **void** message(){System.out.println("welcome to covariant return type");}
9. **public** **static** **void** main(String args[]){
10. **new** B1().get().message();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B1)

Output:welcome to covariant return type

As you can see in the above example, the return type of the get() method of A class is A but the return type of the get() method of B class is B. Both methods have different return type but it is method overriding. This is known as covariant return type.

### **How is Covariant return types implemented?**

Java doesn't allow the return type based overloading but JVM always allows return type based overloading. JVM uses full signature of a method for lookup/resolution. Full signature means it includes return type in addition to argument types. i.e., a class can have two or more methods differing only by return type. javac uses this fact to implement covariant return types.

super keyword in java

The **super** keyword in java is a reference variable which is used to refer immediate parent class object.

Whenever you create the instance of subclass, an instance of parent class is created implicitly which is referred by super reference variable.

Usage of java super Keyword

1. super can be used to refer immediate parent class instance variable.
2. super can be used to invoke immediate parent class method.
3. super() can be used to invoke immediate parent class constructor.

1) super is used to refer immediate parent class instance variable.

We can use super keyword to access the data member or field of parent class. It is used if parent class and child class have same fields.

1. **class** Animal{
2. String color="white";
3. }
4. **class** Dog **extends** Animal{
5. String color="black";
6. **void** printColor(){
7. System.out.println(color);//prints color of Dog class
8. System.out.println(**super**.color);//prints color of Animal class
9. }
10. }
11. **class** TestSuper1{
12. **public** **static** **void** main(String args[]){
13. Dog d=**new** Dog();
14. d.printColor();
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper1)

Output:

black

white

In the above example, Animal and Dog both classes have a common property color. If we print color property, it will print the color of current class by default. To access the parent property, we need to use super keyword.

2) super can be used to invoke parent class method

The super keyword can also be used to invoke parent class method. It should be used if subclass contains the same method as parent class. In other words, it is used if method is overridden.

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. **void** bark(){System.out.println("barking...");}
7. **void** work(){
8. **super**.eat();
9. bark();
10. }
11. }
12. **class** TestSuper2{
13. **public** **static** **void** main(String args[]){
14. Dog d=**new** Dog();
15. d.work();
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper2)

Output:

eating...

barking...

In the above example Animal and Dog both classes have eat() method if we call eat() method from Dog class, it will call the eat() method of Dog class by default because priority is given to local.

To call the parent class method, we need to use super keyword.

3) super is used to invoke parent class constructor.

The super keyword can also be used to invoke the parent class constructor. Let's see a simple example:

1. **class** Animal{
2. Animal(){System.out.println("animal is created");}
3. }
4. **class** Dog **extends** Animal{
5. Dog(){
6. **super**();
7. System.out.println("dog is created");
8. }
9. }
10. **class** TestSuper3{
11. **public** **static** **void** main(String args[]){
12. Dog d=**new** Dog();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper3)

Output:

animal is created

dog is created

**Note: super() is added in each class constructor automatically by compiler if there is no super() or this().**
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As we know well that default constructor is provided by compiler automatically if there is no constructor. But, it also adds super() as the first statement.

**Another example of super keyword where super() is provided by the compiler implicitly.**

1. **class** Animal{
2. Animal(){System.out.println("animal is created");}
3. }
4. **class** Dog **extends** Animal{
5. Dog(){
6. System.out.println("dog is created");
7. }
8. }
9. **class** TestSuper4{
10. **public** **static** **void** main(String args[]){
11. Dog d=**new** Dog();
12. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper4)

Output:

animal is created

dog is created

super example: real use

Let's see the real use of super keyword. Here, Emp class inherits Person class so all the properties of Person will be inherited to Emp by default. To initialize all the property, we are using parent class constructor from child class. In such way, we are reusing the parent class constructor.

1. **class** Person{
2. **int** id;
3. String name;
4. Person(**int** id,String name){
5. **this**.id=id;
6. **this**.name=name;
7. }
8. }
9. **class** Emp **extends** Person{
10. **float** salary;
11. Emp(**int** id,String name,**float** salary){
12. **super**(id,name);//reusing parent constructor
13. **this**.salary=salary;
14. }
15. **void** display(){System.out.println(id+" "+name+" "+salary);}
16. }
17. **class** TestSuper5{
18. **public** **static** **void** main(String[] args){
19. Emp e1=**new** Emp(1,"ankit",45000f);
20. e1.display();
21. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper5)

Output:

1 ankit 45000

# Instance initializer block

1. [Instance initializer block](https://www.javatpoint.com/instance-initializer-block)
2. [Example of Instance initializer block](https://www.javatpoint.com/instance-initializer-block#instanceinitializerex)
3. [What is invoked firstly instance initializer block or constructor?](https://www.javatpoint.com/instance-initializer-block#instanceinitializerfirstly)
4. [Rules for instance initializer block](https://www.javatpoint.com/instance-initializer-block#instanceinitializerrules)
5. [Program of instance initializer block that is invoked after super()](https://www.javatpoint.com/instance-initializer-block#instanceinitializersuper)

|  |
| --- |
| **Instance Initializer block** is used to initialize the instance data member. It run each time when object of the class is created. |
| The initialization of the instance variable can be done directly but there can be performed extra operations while initializing the instance variable in the instance initializer block. |

#### Que) What is the use of instance initializer block while we can directly assign a value in instance data member? For example:

1. **class** Bike{
2. **int** speed=100;
3. }

## Why use instance initializer block?

|  |
| --- |
| Suppose I have to perform some operations while assigning value to instance data member e.g. a for loop to fill a complex array or error handling etc. |

### **Example of instance initializer block**

|  |
| --- |
| Let's see the simple example of instance initializer block that performs initialization. |

1. **class** Bike7{
2. **int** speed;
4. Bike7(){System.out.println("speed is "+speed);}
6. {speed=100;}
8. **public** **static** **void** main(String args[]){
9. Bike7 b1=**new** Bike7();
10. Bike7 b2=**new** Bike7();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike7)

Output:speed is 100

speed is 100

|  |
| --- |
| There are three places in java where you can perform operations:   1. method 2. constructor 3. block |

## What is invoked first, instance initializer block or constructor?

1. **class** Bike8{
2. **int** speed;
4. Bike8(){System.out.println("constructor is invoked");}
6. {System.out.println("instance initializer block invoked");}
8. **public** **static** **void** main(String args[]){
9. Bike8 b1=**new** Bike8();
10. Bike8 b2=**new** Bike8();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike8)

Output:instance initializer block invoked

constructor is invoked

instance initializer block invoked

constructor is invoked

|  |
| --- |
| In the above example, it seems that instance initializer block is firstly invoked but NO. Instance intializer block is invoked at the time of object creation. The java compiler copies the instance initializer block in the constructor after the first statement super(). So firstly, constructor is invoked. Let's understand it by the figure given below: |

#### Note: The java compiler copies the code of instance initializer block in every constructor.
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## Rules for instance initializer block :

|  |
| --- |
| There are mainly three rules for the instance initializer block. They are as follows: |

1. The instance initializer block is created when instance of the class is created.
2. The instance initializer block is invoked after the parent class constructor is invoked (i.e. after super() constructor call).
3. The instance initializer block comes in the order in which they appear.

## Program of instance initializer block that is invoked after super()

1. **class** A{
2. A(){
3. System.out.println("parent class constructor invoked");
4. }
5. }
6. **class** B2 **extends** A{
7. B2(){
8. **super**();
9. System.out.println("child class constructor invoked");
10. }
12. {System.out.println("instance initializer block is invoked");}
14. **public** **static** **void** main(String args[]){
15. B2 b=**new** B2();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B2)

Output:parent class constructor invoked

instance initializer block is invoked

child class constructor invoked

## Another example of instance block

1. **class** A{
2. A(){
3. System.out.println("parent class constructor invoked");
4. }
5. }
7. **class** B3 **extends** A{
8. B3(){
9. **super**();
10. System.out.println("child class constructor invoked");
11. }
13. B3(**int** a){
14. **super**();
15. System.out.println("child class constructor invoked "+a);
16. }
18. {System.out.println("instance initializer block is invoked");}
20. **public** **static** **void** main(String args[]){
21. B3 b1=**new** B3();
22. B3 b2=**new** B3(10);
23. }
24. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B3)

Output:parent class constructor invoked

instance initializer block is invoked

child class constructor invoked

parent class constructor invoked

instance initializer block is invoked

child class constructor invoked 10

# Final Keyword In Java

1. [Final variable](https://www.javatpoint.com/final-keyword#finalv)
2. [Final method](https://www.javatpoint.com/final-keyword#finalm)
3. [Final class](https://www.javatpoint.com/final-keyword#finalc)
4. [Is final method inherited ?](https://www.javatpoint.com/final-keyword#finalisinherited)
5. [Blank final variable](https://www.javatpoint.com/final-keyword#finalblank)
6. [Static blank final variable](https://www.javatpoint.com/final-keyword#finalstaticblank)
7. [Final parameter](https://www.javatpoint.com/final-keyword#finalpara)
8. [Can you declare a final constructor](https://www.javatpoint.com/final-keyword#finalcons)

The **final keyword** in java is used to restrict the user. The java final keyword can be used in many context. Final can be:

1. variable
2. method
3. class

The final keyword can be applied with the variables, a final variable that have no value it is called blank final variable or uninitialized final variable. It can be initialized in the constructor only. The blank final variable can be static also which will be initialized in the static block only. We will have detailed learning of these. Let's first learn the basics of final keyword.
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## 1) Java final variable

If you make any variable as final, you cannot change the value of final variable(It will be constant).

### **Example of final variable**

There is a final variable speedlimit, we are going to change the value of this variable, but It can't be changed because final variable once assigned a value can never be changed.

1. **class** Bike9{
2. **final** **int** speedlimit=90;//final variable
3. **void** run(){
4. speedlimit=400;
5. }
6. **public** **static** **void** main(String args[]){
7. Bike9 obj=**new**  Bike9();
8. obj.run();
9. }
10. }//end of class

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike9)

Output:Compile Time Error

## 2) Java final method

If you make any method as final, you cannot override it.

### **Example of final method**

1. **class** Bike{
2. **final** **void** run(){System.out.println("running");}
3. }
5. **class** Honda **extends** Bike{
6. **void** run(){System.out.println("running safely with 100kmph");}
8. **public** **static** **void** main(String args[]){
9. Honda honda= **new** Honda();
10. honda.run();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda)

Output:Compile Time Error

## 3) Java final class

If you make any class as final, you cannot extend it.

### **Example of final class**

1. **final** **class** Bike{}
3. **class** Honda1 **extends** Bike{
4. **void** run(){System.out.println("running safely with 100kmph");}
6. **public** **static** **void** main(String args[]){
7. Honda1 honda= **new** Honda1();
8. honda.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda1)

Output:Compile Time Error

### **Q) Is final method inherited?**

Ans) Yes, final method is inherited but you cannot override it. For Example:

1. **class** Bike{
2. **final** **void** run(){System.out.println("running...");}
3. }
4. **class** Honda2 **extends** Bike{
5. **public** **static** **void** main(String args[]){
6. **new** Honda2().run();
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda2)

Output:running...

### **Q) What is blank or uninitialized final variable?**

A final variable that is not initialized at the time of declaration is known as blank final variable.

If you want to create a variable that is initialized at the time of creating object and once initialized may not be changed, it is useful. For example PAN CARD number of an employee.

It can be initialized only in constructor.

### **Example of blank final variable**

1. **class** Student{
2. **int** id;
3. String name;
4. **final** String PAN\_CARD\_NUMBER;
5. ...
6. }

### **Que) Can we initialize blank final variable?**

Yes, but only in constructor. For example:

1. **class** Bike10{
2. **final** **int** speedlimit;//blank final variable
4. Bike10(){
5. speedlimit=70;
6. System.out.println(speedlimit);
7. }
9. **public** **static** **void** main(String args[]){
10. **new** Bike10();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike10)

Output: 70

### **static blank final variable**

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

### **Example of static blank final variable**

1. **class** A{
2. **static** **final** **int** data;//static blank final variable
3. **static**{ data=50;}
4. **public** **static** **void** main(String args[]){
5. System.out.println(A.data);
6. }
7. }

### **Q) What is final parameter?**

If you declare any parameter as final, you cannot change the value of it.

1. **class** Bike11{
2. **int** cube(**final** **int** n){
3. n=n+2;//can't be changed as n is final
4. n\*n\*n;
5. }
6. **public** **static** **void** main(String args[]){
7. Bike11 b=**new** Bike11();
8. b.cube(5);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike11)

Output: Compile Time Error

### **Q) Can we declare a constructor final?**

No, because constructor is never inherited.

# Polymorphism in Java

**Polymorphism in java** is a concept by which we can perform a single action by different ways. Polymorphism is derived from 2 greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms.

There are two types of polymorphism in java: compile time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.

If you overload static method in java, it is the example of compile time polymorphism. Here, we will focus on runtime polymorphism in java.

## Runtime Polymorphism in Java

**Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

Let's first understand the upcasting before Runtime Polymorphism.

### **Upcasting**

When reference variable of Parent class refers to the object of Child class, it is known as upcasting. For example:
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1. **class** A{}
2. **class** B **extends** A{}
3. A a=**new** B();//upcasting

### **Example of Java Runtime Polymorphism**

In this example, we are creating two classes Bike and Splendar. Splendar class extends Bike class and overrides its run() method. We are calling the run method by the reference variable of Parent class. Since it refers to the subclass object and subclass method overrides the Parent class method, subclass method is invoked at runtime.

Since method invocation is determined by the JVM not compiler, it is known as runtime polymorphism.

1. **class** Bike{
2. **void** run(){System.out.println("running");}
3. }
4. **class** Splender **extends** Bike{
5. **void** run(){System.out.println("running safely with 60km");}
7. **public** **static** **void** main(String args[]){
8. Bike b = **new** Splender();//upcasting
9. b.run();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Splender)

Output:running safely with 60km.

## Java Runtime Polymorphism Example: Bank

Consider a scenario, Bank is a class that provides method to get the rate of interest. But, rate of interest may differ according to banks. For example, SBI, ICICI and AXIS banks are providing 8.4%, 7.3% and 9.7% rate of interest.
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#### Note: This example is also given in method overriding but there was no upcasting.

1. **class** Bank{
2. **float** getRateOfInterest(){**return** 0;}
3. }
4. **class** SBI **extends** Bank{
5. **float** getRateOfInterest(){**return** 8.4f;}
6. }
7. **class** ICICI **extends** Bank{
8. **float** getRateOfInterest(){**return** 7.3f;}
9. }
10. **class** AXIS **extends** Bank{
11. **float** getRateOfInterest(){**return** 9.7f;}
12. }
13. **class** TestPolymorphism{
14. **public** **static** **void** main(String args[]){
15. Bank b;
16. b=**new** SBI();
17. System.out.println("SBI Rate of Interest: "+b.getRateOfInterest());
18. b=**new** ICICI();
19. System.out.println("ICICI Rate of Interest: "+b.getRateOfInterest());
20. b=**new** AXIS();
21. System.out.println("AXIS Rate of Interest: "+b.getRateOfInterest());
22. }
23. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism)

Output:

SBI Rate of Interest: 8.4

ICICI Rate of Interest: 7.3

AXIS Rate of Interest: 9.7

## Java Runtime Polymorphism Example: Shape

1. **class** Shape{
2. **void** draw(){System.out.println("drawing...");}
3. }
4. **class** Rectangle **extends** Shape{
5. **void** draw(){System.out.println("drawing rectangle...");}
6. }
7. **class** Circle **extends** Shape{
8. **void** draw(){System.out.println("drawing circle...");}
9. }
10. **class** Triangle **extends** Shape{
11. **void** draw(){System.out.println("drawing triangle...");}
12. }
13. **class** TestPolymorphism2{
14. **public** **static** **void** main(String args[]){
15. Shape s;
16. s=**new** Rectangle();
17. s.draw();
18. s=**new** Circle();
19. s.draw();
20. s=**new** Triangle();
21. s.draw();
22. }
23. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism2)

Output:

drawing rectangle...

drawing circle...

drawing triangle...

## Java Runtime Polymorphism Example: Animal

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** eat(){System.out.println("eating rat...");}
9. }
10. **class** Lion **extends** Animal{
11. **void** eat(){System.out.println("eating meat...");}
12. }
13. **class** TestPolymorphism3{
14. **public** **static** **void** main(String[] args){
15. Animal a;
16. a=**new** Dog();
17. a.eat();
18. a=**new** Cat();
19. a.eat();
20. a=**new** Lion();
21. a.eat();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism3)

Output:

eating bread...

eating rat...

eating meat...

## Java Runtime Polymorphism with Data Member

|  |
| --- |
| Method is overridden not the datamembers, so runtime polymorphism can't be achieved by data members. |
| In the example given below, both the classes have a datamember speedlimit, we are accessing the datamember by the reference variable of Parent class which refers to the subclass object. Since we are accessing the datamember which is not overridden, hence it will access the datamember of Parent class always. |

#### Rule: Runtime polymorphism can't be achieved by data members.

1. **class** Bike{
2. **int** speedlimit=90;
3. }
4. **class** Honda3 **extends** Bike{
5. **int** speedlimit=150;
7. **public** **static** **void** main(String args[]){
8. Bike obj=**new** Honda3();
9. System.out.println(obj.speedlimit);//90
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda3)

Output:

90

## Java Runtime Polymorphism with Multilevel Inheritance

Let's see the simple example of Runtime Polymorphism with multilevel inheritance.

1. **class** Animal{
2. **void** eat(){System.out.println("eating");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating fruits");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** eat(){System.out.println("drinking milk");}
9. **public** **static** **void** main(String args[]){
10. Animal a1,a2,a3;
11. a1=**new** Animal();
12. a2=**new** Dog();
13. a3=**new** BabyDog();
14. a1.eat();
15. a2.eat();
16. a3.eat();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog)

Output:

eating

eating fruits

drinking Milk

### **Try for Output**

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("dog is eating...");}
6. }
7. **class** BabyDog1 **extends** Dog{
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** BabyDog1();
10. a.eat();
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog1)

Output:

Dog is eating

Since, BabyDog is not overriding the eat() method, so eat() method of Dog class is invoked.

# Static Binding and Dynamic Binding
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Connecting a method call to the method body is known as binding.

There are two types of binding

1. static binding (also known as early binding).
2. dynamic binding (also known as late binding).

### **Understanding Type**

Let's understand the type of instance.

#### 1) variables have a type

Each variable has a type, it may be primitive and non-primitive.

1. **int** data=30;

Here data variable is a type of int.

#### 2) References have a type

1. **class** Dog{
2. **public** **static** **void** main(String args[]){
3. Dog d1;//Here d1 is a type of Dog
4. }
5. }

#### 3) Objects have a type

|  |
| --- |
| An object is an instance of particular java class,but it is also an instance of its superclass. |

1. **class** Animal{}
3. **class** Dog **extends** Animal{
4. **public** **static** **void** main(String args[]){
5. Dog d1=**new** Dog();
6. }
7. }

|  |
| --- |
| Here d1 is an instance of Dog class, but it is also an instance of Animal. |

### **static binding**

When type of the object is determined at compiled time(by the compiler), it is known as static binding.

If there is any private, final or static method in a class, there is static binding.

### **Example of static binding**

1. **class** Dog{
2. **private** **void** eat(){System.out.println("dog is eating...");}
4. **public** **static** **void** main(String args[]){
5. Dog d1=**new** Dog();
6. d1.eat();
7. }
8. }

### **Dynamic binding**

When type of the object is determined at run-time, it is known as dynamic binding.

### **Example of dynamic binding**

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
5. **class** Dog **extends** Animal{
6. **void** eat(){System.out.println("dog is eating...");}
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** Dog();
10. a.eat();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog)

Output:dog is eating...

|  |
| --- |
| In the above example object type cannot be determined by the compiler, because the instance of Dog is also an instance of Animal.So compiler doesn't know its type, only its base type. |

# Java instanceof

1. [java instanceof](https://www.javatpoint.com/downcasting-with-instanceof-operator#instanceof)
2. [Example of instanceof operator](https://www.javatpoint.com/downcasting-with-instanceof-operator#instanceofex)
3. [Applying the instanceof operator with a variable the have null value](https://www.javatpoint.com/downcasting-with-instanceof-operator#instanceofnull)
4. [Downcasting with instanceof operator](https://www.javatpoint.com/downcasting-with-instanceof-operator#instanceofdowncasting)
5. [Downcasting without instanceof operator](https://www.javatpoint.com/downcasting-with-instanceof-operator#instanceofdowncastingwithout)

The **java instanceof operator** is used to test whether the object is an instance of the specified type (class or subclass or interface).

The instanceof in java is also known as type *comparison operator* because it compares the instance with type. It returns either true or false. If we apply the instanceof operator with any variable that has null value, it returns false.

### **Simple example of java instanceof**

Let's see the simple example of instance operator where it tests the current class.

1. **class** Simple1{
2. **public** **static** **void** main(String args[]){
3. Simple1 s=**new** Simple1();
4. System.out.println(s **instanceof** Simple1);//true
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Simple1)

Output:true

An object of subclass type is also a type of parent class. For example, if Dog extends Animal then object of Dog can be referred by either Dog or Animal class.

## Another example of java instanceof operator

1. **class** Animal{}
2. **class** Dog1 **extends** Animal{//Dog inherits Animal
4. **public** **static** **void** main(String args[]){
5. Dog1 d=**new** Dog1();
6. System.out.println(d **instanceof** Animal);//true
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog1)

Output:true

## instanceof in java with a variable that have null value

If we apply instanceof operator with a variable that have null value, it returns false. Let's see the example given below where we apply instanceof operator with the variable that have null value.

1. **class** Dog2{
2. **public** **static** **void** main(String args[]){
3. Dog2 d=**null**;
4. System.out.println(d **instanceof** Dog2);//false
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog2)

Output:false

## Downcasting with java instanceof operator

When Subclass type refers to the object of Parent class, it is known as downcasting. If we perform it directly, compiler gives Compilation error. If you perform it by typecasting, ClassCastException is thrown at runtime. But if we use instanceof operator, downcasting is possible.

1. Dog d=**new** Animal();//Compilation error

If we perform downcasting by typecasting, ClassCastException is thrown at runtime.

1. Dog d=(Dog)**new** Animal();
2. //Compiles successfully but ClassCastException is thrown at runtime

### **Possibility of downcasting with instanceof**

Let's see the example, where downcasting is possible by instanceof operator.

1. **class** Animal { }
3. **class** Dog3 **extends** Animal {
4. **static** **void** method(Animal a) {
5. **if**(a **instanceof** Dog3){
6. Dog3 d=(Dog3)a;//downcasting
7. System.out.println("ok downcasting performed");
8. }
9. }
11. **public** **static** **void** main (String [] args) {
12. Animal a=**new** Dog3();
13. Dog3.method(a);
14. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog3)

Output:ok downcasting performed

### **Downcasting without the use of java instanceof**

Downcasting can also be performed without the use of instanceof operator as displayed in the following example:

1. **class** Animal { }
2. **class** Dog4 **extends** Animal {
3. **static** **void** method(Animal a) {
4. Dog4 d=(Dog4)a;//downcasting
5. System.out.println("ok downcasting performed");
6. }
7. **public** **static** **void** main (String [] args) {
8. Animal a=**new** Dog4();
9. Dog4.method(a);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog4)

Output:ok downcasting performed

Let's take closer look at this, actual object that is referred by a, is an object of Dog class. So if we downcast it, it is fine. But what will happen if we write:

1. Animal a=**new** Animal();
2. Dog.method(a);
3. //Now ClassCastException but not in case of instanceof operator

### **Understanding Real use of instanceof in java**

Let's see the real use of instanceof keyword by the example given below.

1. **interface** Printable{}
2. **class** A **implements** Printable{
3. **public** **void** a(){System.out.println("a method");}
4. }
5. **class** B **implements** Printable{
6. **public** **void** b(){System.out.println("b method");}
7. }
9. **class** Call{
10. **void** invoke(Printable p){//upcasting
11. **if**(p **instanceof** A){
12. A a=(A)p;//Downcasting
13. a.a();
14. }
15. **if**(p **instanceof** B){
16. B b=(B)p;//Downcasting
17. b.b();
18. }
20. }
21. }//end of Call class
23. **class** Test4{
24. **public** **static** **void** main(String args[]){
25. Printable p=**new** B();
26. Call c=**new** Call();
27. c.invoke(p);
28. }
29. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test4)

Output: b method

# Abstract class in Java

A class that is declared with abstract keyword, is known as abstract class in java. It can have abstract and non-abstract methods (method with body).

Before learning java abstract class, let's understand the abstraction in java first.

### **Abstraction in Java**

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only important things to the user and hides the internal details for example sending sms, you just type the text and send the message. You don't know the internal processing about the message delivery.

Abstraction lets you focus on what the object does instead of how it does it.

### **Ways to achieve Abstraction**

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

### **Abstract class in Java**

A class that is declared as abstract is known as **abstract class**. It needs to be extended and its method implemented. It cannot be instantiated.

### **Example abstract class**

1. **abstract** **class** A{}

### **abstract method**

|  |
| --- |
| A method that is declared as abstract and does not have implementation is known as abstract method. |

### **Example abstract method**

1. **abstract** **void** printStatus();//no body and abstract

### **Example of abstract class that has abstract method**

In this example, Bike the abstract class that contains only one abstract method run. It implementation is provided by the Honda class.

1. **abstract** **class** Bike{
2. **abstract** **void** run();
3. }
4. **class** Honda4 **extends** Bike{
5. **void** run(){System.out.println("running safely..");}
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Honda4();
8. obj.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda4)

running safely..

### **Understanding the real scenario of abstract class**

In this example, Shape is the abstract class, its implementation is provided by the Rectangle and Circle classes. Mostly, we don't know about the implementation class (i.e. hidden to the end user) and object of the implementation class is provided by the **factory method**.

A **factory method** is the method that returns the instance of the class. We will learn about the factory method later.

In this example, if you create the instance of Rectangle class, draw() method of Rectangle class will be invoked.

*File: TestAbstraction1.java*

1. **abstract** **class** Shape{
2. **abstract** **void** draw();
3. }
4. //In real scenario, implementation is provided by others i.e. unknown by end user
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle1 **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }
11. //In real scenario, method is called by programmer or user
12. **class** TestAbstraction1{
13. **public** **static** **void** main(String args[]){
14. Shape s=**new** Circle1();//In real scenario, object is provided through method e.g. getShape() method
15. s.draw();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction1)

drawing circle

### **Another example of abstract class in java**

*File: TestBank.java*

1. **abstract** **class** Bank{
2. **abstract** **int** getRateOfInterest();
3. }
4. **class** SBI **extends** Bank{
5. **int** getRateOfInterest(){**return** 7;}
6. }
7. **class** PNB **extends** Bank{
8. **int** getRateOfInterest(){**return** 8;}
9. }
11. **class** TestBank{
12. **public** **static** **void** main(String args[]){
13. Bank b;
14. b=**new** SBI();
15. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
16. b=**new** PNB();
17. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
18. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestBank)

Rate of Interest is: 7 %

Rate of Interest is: 8 %

### **Abstract class having constructor, data member, methods etc.**

An abstract class can have data member, abstract method, method body, constructor and even main() method.

*File: TestAbstraction2.java*

1. //example of abstract class that have method body
2. **abstract** **class** Bike{
3. Bike(){System.out.println("bike is created");}
4. **abstract** **void** run();
5. **void** changeGear(){System.out.println("gear changed");}
6. }
8. **class** Honda **extends** Bike{
9. **void** run(){System.out.println("running safely..");}
10. }
11. **class** TestAbstraction2{
12. **public** **static** **void** main(String args[]){
13. Bike obj = **new** Honda();
14. obj.run();
15. obj.changeGear();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction2)

bike is created

running safely..

gear changed

#### Rule: If there is any abstract method in a class, that class must be abstract.

1. **class** Bike12{
2. **abstract** **void** run();
3. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike12)

compile time error

#### Rule: If you are extending any abstract class that have abstract method, you must either provide the implementation of the method or make this class abstract.

### **Another real scenario of abstract class**

The abstract class can also be used to provide some implementation of the interface. In such case, the end user may not be forced to override all the methods of the interface.

#### *Note: If you are beginner to java, learn interface first and skip this example.*

1. **interface** A{
2. **void** a();
3. **void** b();
4. **void** c();
5. **void** d();
6. }
8. **abstract** **class** B **implements** A{
9. **public** **void** c(){System.out.println("I am c");}
10. }
12. **class** M **extends** B{
13. **public** **void** a(){System.out.println("I am a");}
14. **public** **void** b(){System.out.println("I am b");}
15. **public** **void** d(){System.out.println("I am d");}
16. }
18. **class** Test5{
19. **public** **static** **void** main(String args[]){
20. A a=**new** M();
21. a.a();
22. a.b();
23. a.c();
24. a.d();
25. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test5)

Output:I am a

I am b

I am c

I am d

# Interface in Java

1. [Interface](https://www.javatpoint.com/interface-in-java)
2. [Example of Interface](https://www.javatpoint.com/interface-in-java#interfaceex)
3. [Multiple inheritance by Interface](https://www.javatpoint.com/interface-in-java#interfacemultiple)
4. [Why multiple inheritance is supported in Interface while it is not supported in case of class.](https://www.javatpoint.com/interface-in-java#interfacewhynot)
5. [Marker Interface](https://www.javatpoint.com/interface-in-java#interfacemarker)
6. [Nested Interface](https://www.javatpoint.com/nested-interface)

An **interface in java** is a blueprint of a class. It has static constants and abstract methods.

The interface in java is **a mechanism to achieve abstraction**. There can be only abstract methods in the java interface not method body. It is used to achieve abstraction and multiple inheritance in Java.

In other words, you can say that interfaces can have methods and variables but the methods declared in interface contain only method signature, not body.

Java Interface also **represents IS-A relationship**.

It cannot be instantiated just like abstract class.

## Why use Java interface?

There are mainly three reasons to use interface. They are given below.

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

## How to declare interface?

Interface is declared by using interface keyword. It provides total abstraction; means all the methods in interface are declared with empty body and are public and all fields are public, static and final by default. A class that implement interface must implement all the methods declared in the interface.

### **Syntax:**

1. **interface** <interface\_name>{
3. // declare constant fields
4. // declare methods that abstract
5. // by default.
6. }

## Java 8 Interface Improvement

Since Java 8, interface can have default and static methods which is discussed later.

## Internal addition by compiler

#### The java compiler adds public and abstract keywords before the interface method. More, it adds public, static and final keywords before data members.

In other words, Interface fields are public, static and final by default, and methods are public and abstract.
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#### Understanding relationship between classes and interfaces

As shown in the figure given below, a class extends another class, an interface extends another interface but a **class implements an interface**.
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## Java Interface Example

In this example, Printable interface has only one method, its implementation is provided in the A class.

1. **interface** printable{
2. **void** print();
3. }
4. **class** A6 **implements** printable{
5. **public** **void** print(){System.out.println("Hello");}
7. **public** **static** **void** main(String args[]){
8. A6 obj = **new** A6();
9. obj.print();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A6)

Output:

Hello

## Java Interface Example: Drawable

In this example, Drawable interface has only one method. Its implementation is provided by Rectangle and Circle classes. In real scenario, interface is defined by someone but implementation is provided by different implementation providers. And, it is used by someone else. The implementation part is hidden by the user which uses the interface.

*File: TestInterface1.java*

1. //Interface declaration: by first user
2. **interface** Drawable{
3. **void** draw();
4. }
5. //Implementation: by second user
6. **class** Rectangle **implements** Drawable{
7. **public** **void** draw(){System.out.println("drawing rectangle");}
8. }
9. **class** Circle **implements** Drawable{
10. **public** **void** draw(){System.out.println("drawing circle");}
11. }
12. //Using interface: by third user
13. **class** TestInterface1{
14. **public** **static** **void** main(String args[]){
15. Drawable d=**new** Circle();//In real scenario, object is provided by method e.g. getDrawable()
16. d.draw();
17. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface1)

Output:

drawing circle

## Java Interface Example: Bank

Let's see another example of java interface which provides the implementation of Bank interface.

*File: TestInterface2.java*

1. **interface** Bank{
2. **float** rateOfInterest();
3. }
4. **class** SBI **implements** Bank{
5. **public** **float** rateOfInterest(){**return** 9.15f;}
6. }
7. **class** PNB **implements** Bank{
8. **public** **float** rateOfInterest(){**return** 9.7f;}
9. }
10. **class** TestInterface2{
11. **public** **static** **void** main(String[] args){
12. Bank b=**new** SBI();
13. System.out.println("ROI: "+b.rateOfInterest());
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface2)

Output:

ROI: 9.15

## Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces i.e. known as multiple inheritance.
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1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** show();
6. }
7. **class** A7 **implements** Printable,Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. A7 obj = **new** A7();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A7)

Output:Hello

Welcome

## Q) Multiple inheritance is not supported through class in java but it is possible by interface, why?

As we have explained in the inheritance chapter, multiple inheritance is not supported in case of class because of ambiguity. But it is supported in case of interface because there is no ambiguity as implementation is provided by the implementation class. For example:

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** print();
6. }
8. **class** TestInterface3 **implements** Printable, Showable{
9. **public** **void** print(){System.out.println("Hello");}
10. **public** **static** **void** main(String args[]){
11. TestInterface3 obj = **new** TestInterface3();
12. obj.print();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface3)

Output:

Hello

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity.

## Interface inheritance

A class implements interface but one interface extends another interface .

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable **extends** Printable{
5. **void** show();
6. }
7. **class** TestInterface4 **implements** Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. TestInterface4 obj = **new** TestInterface4();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface4)

Output:

Hello

Welcome

## Java 8 Default Method in Interface

Since Java 8, we can have method body in interface. But we need to make it default method. Let's see an example:

*File: TestInterfaceDefault.java*

1. **interface** Drawable{
2. **void** draw();
3. **default** **void** msg(){System.out.println("default method");}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** TestInterfaceDefault{
9. **public** **static** **void** main(String args[]){
10. Drawable d=**new** Rectangle();
11. d.draw();
12. d.msg();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterfaceDefault)

Output:

drawing rectangle

default method

## Java 8 Static Method in Interface

Since Java 8, we can have static method in interface. Let's see an example:

*File: TestInterfaceStatic.java*

1. **interface** Drawable{
2. **void** draw();
3. **static** **int** cube(**int** x){**return** x\*x\*x;}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
9. **class** TestInterfaceStatic{
10. **public** **static** **void** main(String args[]){
11. Drawable d=**new** Rectangle();
12. d.draw();
13. System.out.println(Drawable.cube(3));
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterfaceStatic)

Output:

drawing rectangle
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## Q) What is marker or tagged interface?

An interface which has no member is known as marker or tagged interface. For example: Serializable, Cloneable, Remote etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

1. //How Serializable interface is written?
2. **public** **interface** Serializable{
3. }

#### Nested Interface in Java

Note: An interface can have another interface i.e. known as nested interface. We will learn it in detail in the nested classes chapter. For example:

1. **interface** printable{
2. **void** print();
3. **interface** MessagePrintable{
4. **void** msg();
5. }
6. }

# [**More about Nested Interface**](https://www.javatpoint.com/nested-interface)Difference between abstract class and interface

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract**methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) An **abstract class**can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| 7) An **abstract class**can be extended using keyword ?extends?. | An **interface class**can be implemented using keyword ?implements?. |
| 8) A Java**abstract class**can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).

### **Example of abstract class and interface in Java**

Let's see a simple example where we are using interface and abstract class both.

1. //Creating interface that has 4 methods
2. **interface** A{
3. **void** a();//bydefault, public and abstract
4. **void** b();
5. **void** c();
6. **void** d();
7. }
9. //Creating abstract class that provides the implementation of one method of A interface
10. **abstract** **class** B **implements** A{
11. **public** **void** c(){System.out.println("I am C");}
12. }
14. //Creating subclass of abstract class, now we need to provide the implementation of rest of the methods
15. **class** M **extends** B{
16. **public** **void** a(){System.out.println("I am a");}
17. **public** **void** b(){System.out.println("I am b");}
18. **public** **void** d(){System.out.println("I am d");}
19. }
21. //Creating a test class that calls the methods of A interface
22. **class** Test5{
23. **public** **static** **void** main(String args[]){
24. A a=**new** M();
25. a.a();
26. a.b();
27. a.c();
28. a.d();
29. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test5)

Output:

I am a

I am b

I am c

I am d

# Java Package

1. [Java Package](https://www.javatpoint.com/package)
2. [Example of package](https://www.javatpoint.com/package#packageex)
3. [Accessing package](https://www.javatpoint.com/package#packageaccess)
   1. [By import packagename.\*](https://www.javatpoint.com/package#packageaccess1)
   2. [By import packagename.classname](https://www.javatpoint.com/package#packageaccess2)
   3. [By fully qualified name](https://www.javatpoint.com/package#packageaccess3)
4. [Subpackage](https://www.javatpoint.com/package#packagesub)
5. [Sending class file to another directory](https://www.javatpoint.com/package#packageanotherdirectory)
6. [-classpath switch](https://www.javatpoint.com/package#packageclasspathswitch)
7. [4 ways to load the class file or jar file](https://www.javatpoint.com/package#packagewaystoload)
8. [How to put two public class in a package](https://www.javatpoint.com/package#packagetwopublic)
9. [Static Import](https://www.javatpoint.com/package#packagestaticimport)
10. [Package class](https://www.javatpoint.com/package-class)

A **java package** is a group of similar types of classes, interfaces and sub-packages.

Package in java can be categorized in two form, built-in package and user-defined package.

There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

Here, we will have the detailed learning of creating and using user-defined packages.

## Advantage of Java Package

1) Java package is used to categorize the classes and interfaces so that they can be easily maintained.

2) Java package provides access protection.

3) Java package removes naming collision.
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## Simple example of java package

The **package keyword** is used to create a package in java.

1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

## How to compile java package

If you are not using any IDE, you need to follow the **syntax** given below:

1. javac -d directory javafilename

For **example**

1. javac -d . Simple.java

The -d switch specifies the destination where to put the generated class file. You can use any directory name like /home (in case of Linux), d:/abc (in case of windows) etc. If you want to keep the package within the same directory, you can use . (dot).

## How to run java package program

You need to use fully qualified name e.g. mypack.Simple etc to run the class.

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java mypack.Simple |

Output:Welcome to package

|  |
| --- |
| The -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder. |

## How to access package from another package?

There are three ways to access the package from outside the package.

1. import package.\*;
2. import package.classname;
3. fully qualified name.

#### 1) Using packagename.\*

If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.

The import keyword is used to make the classes and interface of another package accessible to the current package.

## Example of package that import the packagename.\*

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B{
11. **public** **static** **void** main(String args[]){
12. A obj = **new** A();
13. obj.msg();
14. }
15. }

Output:Hello

#### 2) Using packagename.classname

If you import package.classname then only declared class of this package will be accessible.

## Example of package by import package.classname

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
8. **package** mypack;
9. **import** pack.A;
11. **class** B{
12. **public** **static** **void** main(String args[]){
13. A obj = **new** A();
14. obj.msg();
15. }
16. }

Output:Hello

#### 3) Using fully qualified name

If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.

It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.

## Example of package by import fully qualified name

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **class** B{
9. **public** **static** **void** main(String args[]){
10. pack.A obj = **new** pack.A();//using fully qualified name
11. obj.msg();
12. }
13. }

Output:Hello

#### Note: If you import a package, subpackages will not be imported.

If you import a package, all the classes and interface of that package will be imported excluding the classes and interfaces of the subpackages. Hence, you need to import the subpackage as well.

#### Note: Sequence of the program must be package then import then class.
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## Subpackage in java

Package inside the package is called the **subpackage**. It should be created **to categorize the package further**.

Let's take an example, Sun Microsystem has definded a package named java that contains many classes like System, String, Reader, Writer, Socket etc. These classes represent a particular group e.g. Reader and Writer classes are for Input/Output operation, Socket and ServerSocket classes are for networking etc and so on. So, Sun has subcategorized the java package into subpackages such as lang, net, io etc. and put the Input/Output related classes in io package, Server and ServerSocket classes in net packages and so on.

#### The standard of defining package is domain.company.package e.g. com.javatpoint.bean or org.sssit.dao.

### **Example of Subpackage**

1. **package** com.javatpoint.core;
2. **class** Simple{
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello subpackage");
5. }
6. }

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java com.javatpoint.core.Simple |

Output:Hello subpackage

## How to send the class file to another directory or drive?

There is a scenario, I want to put the class file of A.java source file in classes folder of c: drive. For example:
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1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

### **To Compile:**

**e:\sources> javac -d c:\classes Simple.java**

### **To Run:**

|  |
| --- |
| To run this program from e:\source directory, you need to set classpath of the directory where the class file resides. |
| **e:\sources> set classpath=c:\classes;.;** |
| **e:\sources> java mypack.Simple** |

### **Another way to run this program by -classpath switch of java:**

The -classpath switch can be used with javac and java tool.

To run this program from e:\source directory, you can use -classpath switch of java that tells where to look for class file. For example:

**e:\sources> java -classpath c:\classes mypack.Simple**

Output:Welcome to package

### **Ways to load the class files or jar files**

|  |
| --- |
| There are two ways to load the class files temporary and permanent. |

* Temporary
  + By setting the classpath in the command prompt
  + By -classpath switch
* Permanent
  + By setting the classpath in the environment variables
  + By creating the jar file, that contains all the class files, and copying the jar file in the jre/lib/ext folder.

#### Rule: There can be only one public class in a java source file and it must be saved by the public class name.

1. //save as C.java otherwise Compilte Time Error
3. **class** A{}
4. **class** B{}
5. **public** **class** C{}

### **How to put two public classes in a package?**

|  |
| --- |
| If you want to put two public classes in a package, have two java source files containing one public class, but keep the package name same. For example: |

1. //save as A.java
3. **package** javatpoint;
4. **public** **class** A{}
5. //save as B.java
7. **package** javatpoint;
8. **public** **class** B{}

### **What is static import feature of Java5?**

|  |
| --- |
| Click [Static Import](https://www.javatpoint.com/static-import-in-java) feature of Java5. |

### **What about package class?**

|  |
| --- |
| Click for [Package class](https://www.javatpoint.com/package-class) |

# Access Modifiers in java

1. [private access modifier](https://www.javatpoint.com/access-modifiers#accessprivate)
2. [Role of private constructor](https://www.javatpoint.com/access-modifiers#accessprivatecons)
3. [default access modifier](https://www.javatpoint.com/access-modifiers#accessdefault)
4. [protected access modifier](https://www.javatpoint.com/access-modifiers#accessprotected)
5. [public access modifier](https://www.javatpoint.com/access-modifiers#accesspublic)
6. [Applying access modifier with method overriding](https://www.javatpoint.com/access-modifiers#accessoverriding)

There are two types of modifiers in java: **access modifiers** and **non-access modifiers**.

The access modifiers in java specifies accessibility (scope) of a data member, method, constructor or class.

There are 4 types of java access modifiers:

1. private
2. default
3. protected
4. public

There are many non-access modifiers such as static, abstract, synchronized, native, volatile, transient etc. Here, we will learn access modifiers.

### **1) private access modifier**

|  |
| --- |
| The private access modifier is accessible only within class. |

### **Simple example of private access modifier**

|  |
| --- |
| In this example, we have created two classes A and Simple. A class contains private data member and private method. We are accessing these private members from outside the class, so there is compile time error. |

1. **class** A{
2. **private** **int** data=40;
3. **private** **void** msg(){System.out.println("Hello java");}
4. }
6. **public** **class** Simple{
7. **public** **static** **void** main(String args[]){
8. A obj=**new** A();
9. System.out.println(obj.data);//Compile Time Error
10. obj.msg();//Compile Time Error
11. }
12. }

### **Role of Private Constructor**

|  |
| --- |
| If you make any class constructor private, you cannot create the instance of that class from outside the class. For example: |

1. **class** A{
2. **private** A(){}//private constructor
3. **void** msg(){System.out.println("Hello java");}
4. }
5. **public** **class** Simple{
6. **public** **static** **void** main(String args[]){
7. A obj=**new** A();//Compile Time Error
8. }
9. }

#### Note: A class cannot be private or protected except nested class.

### **2) default access modifier**

|  |
| --- |
| If you don't use any modifier, it is treated as **default** bydefault. The default modifier is accessible only within package. |

### **Example of default access modifier**

|  |
| --- |
| In this example, we have created two packages pack and mypack. We are accessing the A class from outside its package, since A class is not public, so it cannot be accessed from outside the package. |

1. //save by A.java
2. **package** pack;
3. **class** A{
4. **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
9. **class** B{
10. **public** **static** **void** main(String args[]){
11. A obj = **new** A();//Compile Time Error
12. obj.msg();//Compile Time Error
13. }
14. }

In the above example, the scope of class A and its method msg() is default so it cannot be accessed from outside the package.

### **3) protected access modifier**

The **protected access modifier** is accessible within package and outside the package but through inheritance only.

The protected access modifier can be applied on the data member, method and constructor. It can't be applied on the class.

### **Example of protected access modifier**

In this example, we have created the two packages pack and mypack. The A class of pack package is public, so can be accessed from outside the package. But msg method of this package is declared as protected, so it can be accessed from outside the class only through inheritance.

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **protected** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B **extends** A{
11. **public** **static** **void** main(String args[]){
12. B obj = **new** B();
13. obj.msg();
14. }
15. }

Output:Hello

### **4) public access modifier**

|  |
| --- |
| The **public access modifier** is accessible everywhere. It has the widest scope among all other modifiers. |

### **Example of public access modifier**

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
9. **package** mypack;
10. **import** pack.\*;
12. **class** B{
13. **public** **static** **void** main(String args[]){
14. A obj = **new** A();
15. obj.msg();
16. }
17. }

Output:Hello

### **Understanding all java access modifiers**

Let's understand the access modifiers by a simple table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

### **Java access modifiers with method overriding**

If you are overriding any method, overridden method (i.e. declared in subclass) must not be more restrictive.

1. **class** A{
2. **protected** **void** msg(){System.out.println("Hello java");}
3. }
5. **public** **class** Simple **extends** A{
6. **void** msg(){System.out.println("Hello java");}//C.T.Error
7. **public** **static** **void** main(String args[]){
8. Simple obj=**new** Simple();
9. obj.msg();
10. }
11. }

|  |
| --- |
| The default modifier is more restrictive than protected. That is why there is compile time error. |

# Encapsulation in Java

**Encapsulation in java** is a process of wrapping code and data together into a single unit, for example capsule i.e. mixed of several medicines.
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We can create a fully encapsulated class in java by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.

The **Java Bean** class is the example of fully encapsulated class.

### **Advantage of Encapsulation in java**

By providing only setter or getter method, you can make the class **read-only or write-only**.

It provides you the **control over the data**. Suppose you want to set the value of id i.e. greater than 100 only, you can write the logic inside the setter method.

### **Simple example of encapsulation in java**

Let's see the simple example of encapsulation that has only one field with its setter and getter methods.

1. //save as Student.java
2. **package** com.javatpoint;
3. **public** **class** Student{
4. **private** String name;
6. **public** String getName(){
7. **return** name;
8. }
9. **public** **void** setName(String name){
10. **this**.name=name
11. }
12. }
13. //save as Test.java
14. **package** com.javatpoint;
15. **class** Test{
16. **public** **static** **void** main(String[] args){
17. Student s=**new** Student();
18. s.setName("vijay");
19. System.out.println(s.getName());
20. }
21. }

Compile By: javac -d . Test.java

Run By: java com.javatpoint.Test

Output: vijay

# Object class in Java

The **Object class** is the parent class of all the classes in java by default. In other words, it is the topmost class of java.

The Object class is beneficial if you want to refer any object whose type you don't know. Notice that parent class reference variable can refer the child class object, know as upcasting.

Let's take an example, there is getObject() method that returns an object but it can be of any type like Employee,Student etc, we can use Object class reference to refer that object. For example:

1. Object obj=getObject();//we don't know what object will be returned from this method

The Object class provides some common behaviors to all the objects such as object can be compared, object can be cloned, object can be notified etc.
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### **Methods of Object class**

|  |
| --- |
| The Object class provides many methods. They are as follows: |

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final Class getClass() | returns the Class class object of this object. The Class class can further be used to get the metadata of this class. |
| public int hashCode() | returns the hashcode number for this object. |
| public boolean equals(Object obj) | compares the given object to this object. |
| protected Object clone() throws CloneNotSupportedException | creates and returns the exact copy (clone) of this object. |
| public String toString() | returns the string representation of this object. |
| public final void notify() | wakes up single thread, waiting on this object's monitor. |
| public final void notifyAll() | wakes up all the threads, waiting on this object's monitor. |
| public final void wait(long timeout)throws InterruptedException | causes the current thread to wait for the specified milliseconds, until another thread notifies (invokes notify() or notifyAll() method). |
| public final void wait(long timeout,int nanos)throws InterruptedException | causes the current thread to wait for the specified milliseconds and nanoseconds, until another thread notifies (invokes notify() or notifyAll() method). |
| public final void wait()throws InterruptedException | causes the current thread to wait, until another thread notifies (invokes notify() or notifyAll() method). |
| protected void finalize()throws Throwable | is invoked by the garbage collector before object is being garbage collected. |

We will have the detailed learning of these methods in next chapters.

# Object Cloning in Java
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The **java.lang.Cloneable interface** must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates **CloneNotSupportedException**.

The **clone() method** is defined in the Object class. Syntax of the clone() method is as follows:

1. **protected** Object clone() **throws** CloneNotSupportedException

### **Why use clone() method ?**

The **clone() method** saves the extra processing task for creating the exact copy of an object. If we perform it by using the new keyword, it will take a lot of processing time to be performed that is why we use object cloning.

### **Advantage of Object cloning**

Although Object.clone() has some design issues but it is still a popular and easy way of copying objects. Following is a list of advantages of using clone() method:

* You don't need to write lengthy and repetitive codes. Just use an abstract class with a 4- or 5-line long clone() method.
* It is the easiest and most efficient way for copying objects, especially if we are applying it to an already developed or an old project. Just define a parent class, implement Cloneable in it, provide the definition of the clone() method and the task will be done.
* Clone() is the fastest way to copy array.

### **Disadvantage of Object cloning**

Following is a list of some disadvantages of clone() method:

* To use the Object.clone() method, we have to change a lot of syntaxes to our code, like implementing a Cloneable interface, defining the clone() method and handling CloneNotSupportedException, and finally, calling Object.clone() etc.
* We have to implement cloneable interface while it doesn?t have any methods in it. We just have to use it to tell the JVM that we can perform clone() on our object.
* Object.clone() is protected, so we have to provide our own clone() and indirectly call Object.clone() from it.
* Object.clone() doesn?t invoke any constructor so we don?t have any control over object construction.
* If you want to write a clone method in a child class then all of its superclasses should define the clone() method in them or inherit it from another parent class. Otherwise, the super.clone() chain will fail.
* Object.clone() supports only shallow copying but we will need to override it if we need deep cloning.

### **Example of clone() method (Object cloning)**

Let's see the simple example of object cloning

1. **class** Student18 **implements** Cloneable{
2. **int** rollno;
3. String name;
5. Student18(**int** rollno,String name){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. }
10. **public** Object clone()**throws** CloneNotSupportedException{
11. **return** **super**.clone();
12. }
14. **public** **static** **void** main(String args[]){
15. **try**{
16. Student18 s1=**new** Student18(101,"amit");
18. Student18 s2=(Student18)s1.clone();
20. System.out.println(s1.rollno+" "+s1.name);
21. System.out.println(s2.rollno+" "+s2.name);
23. }**catch**(CloneNotSupportedException c){}
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student18)

Output:101 amit

101 amit

[download the example of object cloning](https://www.javatpoint.com/src/oops/clone.zip)

As you can see in the above example, both reference variables have the same value. Thus, the clone() copies the values of an object to another. So we don't need to write explicit code to copy the value of an object to another.

If we create another object by new keyword and assign the values of another object to this one, it will require a lot of processing on this object. So to save the extra processing task we use clone() method.

# Java Array

Normally, array is a collection of similar type of elements that have contiguous memory location.

**Java array** is an object the contains elements of similar data type. It is a data structure where we store similar elements. We can store only fixed set of elements in a java array.

Array in java is index based, first element of the array is stored at 0 index.

![java array](data:image/gif;base64,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)

### **Advantage of Java Array**

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data easily.
* **Random access:** We can get any data located at any index position.

### **Disadvantage of Java Array**

* **Size Limit:** We can store only fixed size of elements in the array. It doesn't grow its size at runtime. To solve this problem, collection framework is used in java.

### **Types of Array in java**

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

### **Single Dimensional Array in java**

### **Syntax to Declare an Array in java**

1. dataType[] arr; (or)
2. dataType []arr; (or)
3. dataType arr[];

### **Instantiation of an Array in java**

1. arrayRefVar=**new** datatype[size];

### **Example of single dimensional java array**

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

1. **class** Testarray{
2. **public** **static** **void** main(String args[]){
4. **int** a[]=**new** **int**[5];//declaration and instantiation
5. a[0]=10;//initialization
6. a[1]=20;
7. a[2]=70;
8. a[3]=40;
9. a[4]=50;
11. //printing array
12. **for**(**int** i=0;i<a.length;i++)//length is the property of array
13. System.out.println(a[i]);
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray)

Output: 10

20

70

40

50

## Declaration, Instantiation and Initialization of Java Array

We can declare, instantiate and initialize the java array together by:

1. **int** a[]={33,3,4,5};//declaration, instantiation and initialization

Let's see the simple example to print this array.

1. **class** Testarray1{
2. **public** **static** **void** main(String args[]){
4. **int** a[]={33,3,4,5};//declaration, instantiation and initialization
6. //printing array
7. **for**(**int** i=0;i<a.length;i++)//length is the property of array
8. System.out.println(a[i]);
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray1)

Output:33

3

4

5

### **Passing Array to method in java**

We can pass the java array to method so that we can reuse the same logic on any array.

Let's see the simple example to get minimum number of an array using method.

1. **class** Testarray2{
2. **static** **void** min(**int** arr[]){
3. **int** min=arr[0];
4. **for**(**int** i=1;i<arr.length;i++)
5. **if**(min>arr[i])
6. min=arr[i];
8. System.out.println(min);
9. }
11. **public** **static** **void** main(String args[]){
13. **int** a[]={33,3,4,5};
14. min(a);//passing array to method
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray2)

Output:3

### **Multidimensional array in java**

In such case, data is stored in row and column based index (also known as matrix form).

### **Syntax to Declare Multidimensional Array in java**

1. dataType[][] arrayRefVar; (or)
2. dataType [][]arrayRefVar; (or)
3. dataType arrayRefVar[][]; (or)
4. dataType []arrayRefVar[];

### **Example to instantiate Multidimensional Array in java**

1. **int**[][] arr=**new** **int**[3][3];//3 row and 3 column

### **Example to initialize Multidimensional Array in java**

1. arr[0][0]=1;
2. arr[0][1]=2;
3. arr[0][2]=3;
4. arr[1][0]=4;
5. arr[1][1]=5;
6. arr[1][2]=6;
7. arr[2][0]=7;
8. arr[2][1]=8;
9. arr[2][2]=9;

### **Example of Multidimensional java array**

Let's see the simple example to declare, instantiate, initialize and print the 2Dimensional array.

1. **class** Testarray3{
2. **public** **static** **void** main(String args[]){
4. //declaring and initializing 2D array
5. **int** arr[][]={{1,2,3},{2,4,5},{4,4,5}};
7. //printing 2D array
8. **for**(**int** i=0;i<3;i++){
9. **for**(**int** j=0;j<3;j++){
10. System.out.print(arr[i][j]+" ");
11. }
12. System.out.println();
13. }
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray3)

Output:1 2 3

2 4 5

4 4 5

### **What is the class name of java array?**

In java, array is an object. For array object, an proxy class is created whose name can be obtained by getClass().getName() method on the object.

1. **class** Testarray4{
2. **public** **static** **void** main(String args[]){
4. **int** arr[]={4,4,5};
6. Class c=arr.getClass();
7. String name=c.getName();
9. System.out.println(name);
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray4)

Output:I

### **Copying a java array**

We can copy an array to another by the arraycopy method of System class.

### **Syntax of arraycopy method**

1. **public** **static** **void** arraycopy(
2. Object src, **int** srcPos,Object dest, **int** destPos, **int** length
3. )

### **Example of arraycopy method**

1. **class** TestArrayCopyDemo {
2. **public** **static** **void** main(String[] args) {
3. **char**[] copyFrom = { 'd', 'e', 'c', 'a', 'f', 'f', 'e',
4. 'i', 'n', 'a', 't', 'e', 'd' };
5. **char**[] copyTo = **new** **char**[7];
7. System.arraycopy(copyFrom, 2, copyTo, 0, 7);
8. System.out.println(**new** String(copyTo));
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayCopyDemo)

Output:caffein

### **Addition of 2 matrices in java**

Let's see a simple example that adds two matrices.

1. **class** Testarray5{
2. **public** **static** **void** main(String args[]){
3. //creating two matrices
4. **int** a[][]={{1,3,4},{3,4,5}};
5. **int** b[][]={{1,3,4},{3,4,5}};
7. //creating another matrix to store the sum of two matrices
8. **int** c[][]=**new** **int**[2][3];
10. //adding and printing addition of 2 matrices
11. **for**(**int** i=0;i<2;i++){
12. **for**(**int** j=0;j<3;j++){
13. c[i][j]=a[i][j]+b[i][j];
14. System.out.print(c[i][j]+" ");
15. }
16. System.out.println();//new line
17. }
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray5)

Output:2 6 8

6 8 10

Wrapper class in Java

**Wrapper class in java** provides the mechanism *to convert primitive into object and object into primitive*.

Since J2SE 5.0, **autoboxing** and **unboxing** feature converts primitive into object and object into primitive automatically. The automatic conversion of primitive into object is known as autoboxing and vice-versa unboxing.

The eight classes of *java.lang* package are known as wrapper classes in java. The list of eight wrapper classes are given below:

|  |  |
| --- | --- |
| **Primitive Type** | **Wrapper class** |
| boolean | Boolean |
| char | Character |
| byte | Byte |
| short | Short |
| int | Integer |
| long | Long |
| float | Float |
| double | Double |

Wrapper class Example: Primitive to Wrapper

1. **public** **class** WrapperExample1{
2. **public** **static** **void** main(String args[]){
3. //Converting int into Integer
4. **int** a=20;
5. Integer i=Integer.valueOf(a);//converting int into Integer
6. Integer j=a;//autoboxing, now compiler will write Integer.valueOf(a) internally
8. System.out.println(a+" "+i+" "+j);
9. }}

Output:

20 20 20

Wrapper class Example: Wrapper to Primitive

1. **public** **class** WrapperExample2{
2. **public** **static** **void** main(String args[]){
3. //Converting Integer to int
4. Integer a=**new** Integer(3);
5. **int** i=a.intValue();//converting Integer to int
6. **int** j=a;//unboxing, now compiler will write a.intValue() internally
8. System.out.println(a+" "+i+" "+j);
9. }}

Output:

3 3 3

# Call by Value and Call by Reference in Java

|  |
| --- |
| There is only call by value in java, not call by reference. If we call a method passing a value, it is known as call by value. The changes being done in the called method, is not affected in the calling method. |
|  |

### **Example of call by value in java**

|  |
| --- |
| In case of call by value original value is not changed. Let's take a simple example: |

1. **class** Operation{
2. **int** data=50;
4. **void** change(**int** data){
5. data=data+100;//changes will be in the local variable only
6. }
8. **public** **static** **void** main(String args[]){
9. Operation op=**new** Operation();
11. System.out.println("before change "+op.data);
12. op.change(500);
13. System.out.println("after change "+op.data);
15. }
16. }

[download this example](https://www.javatpoint.com/src/oops/callbyvalue1.zip)

Output:before change 50

after change 50

### **Another Example of call by value in java**

In case of call by reference original value is changed if we made changes in the called method. If we pass object in place of any primitive value, original value will be changed. In this example we are passing object as a value. Let's take a simple example:

1. **class** Operation2{
2. **int** data=50;
4. **void** change(Operation2 op){
5. op.data=op.data+100;//changes will be in the instance variable
6. }

9. **public** **static** **void** main(String args[]){
10. Operation2 op=**new** Operation2();
12. System.out.println("before change "+op.data);
13. op.change(op);//passing object
14. System.out.println("after change "+op.data);
16. }
17. }

[download this example](https://www.javatpoint.com/src/oops/callbyvalue2.zip)

Output:before change 50

after change 150

# Java Strictfp Keyword

Java strictfp keyword ensures that you will get the same result on every platform if you perform operations in the floating-point variable. The precision may differ from platform to platform that is why java programming language have provided the strictfp keyword, so that you get same result on every platform. So, now you have better control over the floating-point arithmetic.

### **Legal code for strictfp keyword**

The strictfp keyword can be applied on methods, classes and interfaces.

1. **strictfp** **class** A{}//strictfp applied on class
2. **strictfp** **interface** M{}//strictfp applied on interface
3. **class** A{
4. **strictfp** **void** m(){}//strictfp applied on method
5. }

### **Illegal code for strictfp keyword**

The strictfp keyword **cannot** be applied on abstract methods, variables or constructors.

1. **class** B{
2. **strictfp** **abstract** **void** m();//Illegal combination of modifiers
3. }
4. **class** B{
5. **strictfp** **int** data=10;//modifier strictfp not allowed here
6. }
7. **class** B{
8. **strictfp** B(){}//modifier strictfp not allowed here
9. }

Creating API Document | javadoc tool

We can create document api in java by the help of **javadoc** tool. In the java file, we must use the documentation comment /\*\*... \*/ to post information for the class, method, constructor, fields etc.

Let's see the simple class that contains documentation comment.

1. **package** com.abc;
2. /\*\* This class is a user-defined class that contains one methods cube.\*/
3. **public** **class** M{
5. /\*\* The cube method prints cube of the given number \*/
6. **public** **static** **void**  cube(**int** n){System.out.println(n\*n\*n);}
7. }

To create the document API, you need to use the javadoc tool followed by java file name. There is no need to compile the javafile.

On the command prompt, you need to write:

javadoc M.java

to generate the document api. Now, there will be created a lot of html files. Open the index.html file to get the information about the classes.

# Java Command Line Arguments

1. [Command Line Argument](https://www.javatpoint.com/command-line-argument)
2. [Simple example of command-line argument](https://www.javatpoint.com/command-line-argument#cmdex1)
3. [Example of command-line argument that prints all the values](https://www.javatpoint.com/command-line-argument#cmdex2)

The java command-line argument is an argument i.e. passed at the time of running the java program.

The arguments passed from the console can be received in the java program and it can be used as an input.

So, it provides a convenient way to check the behavior of the program for the different values. You can pass **N** (1,2,3 and so on) numbers of arguments from the command prompt.

### **Simple example of command-line argument in java**

|  |
| --- |
| In this example, we are receiving only one argument and printing it. To run this java program, you must pass at least one argument from the command prompt. |

1. **class** CommandLineExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Your first argument is: "+args[0]);
4. }
5. }
6. compile by > javac CommandLineExample.java
7. run by > java CommandLineExample sonoo

Output: Your first argument is: sonoo

### **Example of command-line argument that prints all the values**

|  |
| --- |
| In this example, we are printing all the arguments passed from the command-line. For this purpose, we have traversed the array using for loop. |

1. **class** A{
2. **public** **static** **void** main(String args[]){
4. **for**(**int** i=0;i<args.length;i++)
5. System.out.println(args[i]);
7. }
8. }
9. compile by > javac A.java
10. run by > java A sonoo jaiswal 1 3 abc

Output: sonoo

jaiswal

1

3

abc

# Difference between object and class

There are many differences between object and class. A list of differences between object and class are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **Object** | **Class** |
| 1) | Object is an **instance** of a class. | Class is a **blueprint or template**from which objects are created. |
| 2) | Object is a **real world entity** such as pen, laptop, mobile, bed, keyboard, mouse, chair etc. | Class is a **group of similar objects**. |
| 3) | Object is a **physical** entity. | Class is a **logical** entity. |
| 4) | Object is created through **new keyword** mainly e.g. Student s1=new Student(); | Class is declared using **class keyword** e.g. class Student{} |
| 5) | Object is created **many times** as per requirement. | Class is declared **once**. |
| 6) | Object **allocates memory when it is created**. | Class **doesn't allocated memory when it is created**. |
| 7) | There are **many ways to create object** in java such as new keyword, newInstance() method, clone() method, factory method and deserialization. | There is only **one way to define class** in java using class keyword. |

|  |  |  |
| --- | --- | --- |
| **No.** | **Method Overloading** | **Method Overriding** |
| 1) | Method overloading is used *to increase the readability* of the program. | Method overriding is used *to provide the specific implementation* of the method that is already provided by its super class. |
| 2) | Method overloading is performed *within class*. | Method overriding occurs *in two classes* that have IS-A (inheritance) relationship. |
| 3) | In case of method overloading, *parameter must be different*. | In case of method overriding, *parameter must be same*. |
| 4) | Method overloading is the example of *compile time polymorphism*. | Method overriding is the example of *run time polymorphism*. |
| 5) | In java, method overloading can't be performed by changing return type of the method only. *Return type can be same or different* in method overloading. But you must have to change the parameter. | *Return type must be same or covariant* in method overriding. |

Let's see some real life example of class and object in java to understand the difference well:

**Class:** Human **Object:** Man, Woman

**Class:** Fruit **Object:** Apple, Banana, Mango, Guava wtc.

**Class:** Mobile phone **Object:** iPhone, Samsung, Moto

**Class:** Food **Object:** Pizza, Burger, Samosa

Difference between method overloading and method overriding in java

There are many differences between method overloading and method overriding in java. A list of differences between method overloading and method overriding are given below:

Java Method Overloading example

1. **class** OverloadingExample{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;}
4. }

Java Method Overriding example

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. }

String:

# Java String

In java, string is basically an object that represents sequence of char values. An array of characters works same as java string. For example:

1. **char**[] ch={'j','a','v','a','t','p','o','i','n','t'};
2. String s=**new** String(ch);

is same as:

1. String s="javatpoint";

**Java String** class provides a lot of methods to perform operations on string such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements *Serializable*, *Comparable* and *CharSequence* interfaces.

![string implements serializable, comparable, charsequence](data:image/png;base64,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)

## CharSequence Interface

The CharSequence interface is used to represent sequence of characters. It is implemented by String, StringBuffer and StringBuilder classes. It means, we can create string in java by using these 3 classes.
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The java String is immutable i.e. it cannot be changed. Whenever we change any string, a new instance is created. For mutable string, you can use StringBuffer and StringBuilder classes.

We will discuss about immutable string later. Let's first understand what is string in java and how to create the string object.

### **What is String in java**

Generally, string is a sequence of characters. But in java, string is an object that represents a sequence of characters. The java.lang.String class is used to create string object.

### **How to create String object?**

|  |
| --- |
| There are two ways to create String object:   1. By string literal 2. By new keyword |

### **1) String Literal**

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the string constant pool first. If the string already exists in the pool, a reference to the pooled instance is returned. If string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//will not create new instance
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In the above example only one object will be created. Firstly JVM will not find any string object with the value "Welcome" in string constant pool, so it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create new object but will return the reference to the same instance.

#### Note: String objects are stored in a special memory area known as string constant pool.

### **Why java uses concept of string literal?**

To make Java more memory efficient (because no new objects are created if it exists already in string constant pool).

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | returns string length |
| 3 | [static String format(String format, Object... args)](https://www.javatpoint.com/java-string-format) | returns formatted string |
| 4 | [static String format(Locale l, String format, Object... args)](https://www.javatpoint.com/java-string-format) | returns formatted string with given locale |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | returns substring for given begin index |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | returns substring for given begin index and end index |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | returns true or false after matching the sequence of char value |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](https://www.javatpoint.com/java-string-join) | returns a joined string |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](https://www.javatpoint.com/java-string-join) | returns a joined string |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | checks the equality of string with object |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | checks if string is empty |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | concatinates specified string |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified char value |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified CharSequence |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | returns splitted string matching regex |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | returns splitted string matching regex and limit |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | returns interned string |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | returns specified char value index |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | returns specified char value index starting with given index |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | returns specified substring index |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | returns specified substring index starting with given index |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | returns string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | returns string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | converts given type into string. It is overloaded. |

### **2) By new keyword**

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, JVM will create a new string object in normal(non pool) heap memory and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in heap(non pool).

### **Java String Example**

1. **public** **class** StringExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java";//creating string by java string literal
4. **char** ch[]={'s','t','r','i','n','g','s'};
5. String s2=**new** String(ch);//converting char array to string
6. String s3=**new** String("example");//creating java string by new keyword
7. System.out.println(s1);
8. System.out.println(s2);
9. System.out.println(s3);
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringExample)
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### **Java String class methods**

The java.lang.String class provides many useful methods to perform operations on sequence of char values.

Do You Know ?

* Why String objects are immutable?
* How to create an immutable class?
* What is string constant pool?
* What code is written by the compiler if you concat any string by + (string concatenation operator)?
* What is the difference between StringBuffer and StringBuilder class?

What we will learn in String Handling ?

* Concept of String
* Immutable String
* String Comparison
* String Concatenation
* Concept of Substring
* String class methods and its usage
* StringBuffer class
* StringBuilder class
* Creating Immutable class
* toString() method
* StringTokenizer class

# Immutable String in Java

In java, **string objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once string object is created its data or state can't be changed but a new string object is created.

Let's try to understand the immutability concept by the example given below:

1. **class** Testimmutablestring{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s.concat(" Tendulkar");//concat() method appends the string at the end
5. System.out.println(s);//will print Sachin because strings are immutable objects
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring)

Output:Sachin

Now it can be understood by the diagram given below. Here Sachin is not changed but a new object is created with sachintendulkar. That is why string is known as immutable.
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As you can see in the above figure that two objects are created but s reference variable still refers to "Sachin" not to "Sachin Tendulkar".

But if we explicitely assign it to the reference variable, it will refer to "Sachin Tendulkar" object.For example:

1. **class** Testimmutablestring1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s=s.concat(" Tendulkar");
5. System.out.println(s);
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring1)

Output:Sachin Tendulkar

In such case, s points to the "Sachin Tendulkar". Please notice that still sachin object is not modified.

### **Why string objects are immutable in java?**

|  |
| --- |
| Because java uses the concept of string literal.Suppose there are 5 reference variables,all referes to one object "sachin".If one reference variable changes the value of the object, it will be affected to all the reference variables. That is why string objects are immutable in java. |

Java String compare
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We can compare string in java on the basis of content and reference.

It is used in **authentication** (by equals() method), **sorting** (by compareTo() method), **reference matching** (by == operator) etc.

There are three ways to compare string in java:

1. By equals() method
2. By = = operator
3. By compareTo() method

1) String compare by equals() method

The String equals() method compares the original content of the string. It compares values of string for equality. String class provides two methods:

* **public boolean equals(Object another)** compares this string to the specified object.
* **public boolean equalsIgnoreCase(String another)** compares this String to another string, ignoring case.

1. **class** Teststringcomparison1{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. String s4="Saurav";
7. System.out.println(s1.equals(s2));//true
8. System.out.println(s1.equals(s3));//true
9. System.out.println(s1.equals(s4));//false
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison1)

Output:true

true

false

1. **class** Teststringcomparison2{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="SACHIN";
6. System.out.println(s1.equals(s2));//false
7. System.out.println(s1.equalsIgnoreCase(s2));//true
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison2)

Output:

false

true

[Click here for more about equals() method](https://www.javatpoint.com/java-string-equals)

2) String compare by == operator

The = = operator compares references not values.

1. **class** Teststringcomparison3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. System.out.println(s1==s2);//true (because both refer to same instance)
7. System.out.println(s1==s3);//false(because s3 refers to instance created in nonpool)
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison3)

Output:true

false

3) String compare by compareTo() method

The String compareTo() method compares values lexicographically and returns an integer value that describes if first string is less than, equal to or greater than second string.

Suppose s1 and s2 are two string variables. If:

* **s1 == s2** :0
* **s1 > s2**  :positive value
* **s1 < s2**  :negative value

1. **class** Teststringcomparison4{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3="Ratan";
6. System.out.println(s1.compareTo(s2));//0
7. System.out.println(s1.compareTo(s3));//1(because s1>s3)
8. System.out.println(s3.compareTo(s1));//-1(because s3 < s1 )
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison4)

Output:0

1

-1

# [Click me for more about compareTo() method](https://www.javatpoint.com/java-string-compareto)

# String Concatenation in Java

In java, string concatenation forms a new string that is the combination of multiple strings. There are two ways to concat string in java:

1. By + (string concatenation) operator
2. By concat() method

## 1) String Concatenation by + (string concatenation) operator

Java string concatenation operator (+) is used to add strings. For Example:

1. **class** TestStringConcatenation1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin"+" Tendulkar";
4. System.out.println(s);//Sachin Tendulkar
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation1)

Output:Sachin Tendulkar

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and its append method. String concatenation operator produces a new string by appending the second operand onto the end of the first operand. The string concatenation operator can concat not only string but primitive values also. For Example:

1. **class** TestStringConcatenation2{
2. **public** **static** **void** main(String args[]){
3. String s=50+30+"Sachin"+40+40;
4. System.out.println(s);//80Sachin4040
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation2)

80Sachin4040

#### Note: After a string literal, all the + will be treated as string concatenation operator.

### **2) String Concatenation by concat() method**

The String concat() method concatenates the specified string to the end of current string. Syntax:

1. **public** String concat(String another)

Let's see the example of String concat() method.

1. **class** TestStringConcatenation3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin ";
4. String s2="Tendulkar";
5. String s3=s1.concat(s2);
6. System.out.println(s3);//Sachin Tendulkar
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation3)

Sachin Tendulkar

Substring in Java

A part of string is called **substring**. In other words, substring is a subset of another string. In case of substring startIndex is inclusive and endIndex is exclusive.

**Note: Index starts from 0.**

You can get substring from the given string object by one of the two methods:

1. **public String substring(int startIndex):** This method returns new String object containing the substring of the given string from specified startIndex (inclusive).
2. **public String substring(int startIndex, int endIndex):**This method returns new String object containing the substring of the given string from specified startIndex to endIndex.

In case of string:

* **startIndex:** inclusive
* **endIndex:** exclusive

Let's understand the startIndex and endIndex by the code given below.

1. String s="hello";
2. System.out.println(s.substring(0,2));//he

In the above substring, 0 points to h but 2 points to e (because end index is exclusive).

Example of java substring

1. **public** **class** TestSubstring{
2. **public** **static** **void** main(String args[]){
3. String s="SachinTendulkar";
4. System.out.println(s.substring(6));//Tendulkar
5. System.out.println(s.substring(0,6));//Sachin
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSubstring)

Tendulkar

Sachin

# Java String class methods

The java.lang.String class provides a lot of methods to work on string. By the help of these methods, we can perform operations on string such as trimming, concatenating, converting, comparing, replacing strings etc.

Java String is a powerful concept because everything is treated as a string if you submit any form in window based, web based or mobile application.

Let's see the important methods of String class.

### **Java String toUpperCase() and toLowerCase() method**

The java string toUpperCase() method converts this string into uppercase letter and string toLowerCase() method into lowercase letter.

1. String s="Sachin";
2. System.out.println(s.toUpperCase());//SACHIN
3. System.out.println(s.toLowerCase());//sachin
4. System.out.println(s);//Sachin(no change in original)

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass)

SACHIN

sachin

Sachin

### **Java String trim() method**

The string trim() method eliminates white spaces before and after string.

1. String s="  Sachin  ";
2. System.out.println(s);//  Sachin
3. System.out.println(s.trim());//Sachin

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass1)

Sachin

Sachin

### **Java String startsWith() and endsWith() method**

1. String s="Sachin";
2. System.out.println(s.startsWith("Sa"));//true
3. System.out.println(s.endsWith("n"));//true

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass2)

true

true

### **Java String charAt() method**

The string charAt() method returns a character at specified index.

1. String s="Sachin";
2. System.out.println(s.charAt(0));//S
3. System.out.println(s.charAt(3));//h

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass3)

S

h

### **Java String length() method**

The string length() method returns length of the string.

1. String s="Sachin";
2. System.out.println(s.length());//6

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass4)

6

### **Java String intern() method**

A pool of strings, initially empty, is maintained privately by the class String.

When the intern method is invoked, if the pool already contains a string equal to this String object as determined by the equals(Object) method, then the string from the pool is returned. Otherwise, this String object is added to the pool and a reference to this String object is returned.

1. String s=**new** String("Sachin");
2. String s2=s.intern();
3. System.out.println(s2);//Sachin

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass5)

Sachin

### **Java String valueOf() method**

The string valueOf() method coverts given type such as int, long, float, double, boolean, char and char array into string.

1. **int** a=10;
2. String s=String.valueOf(a);
3. System.out.println(s+10);

Output:

1010

### **Java String replace() method**

The string replace() method replaces all occurrence of first sequence of character with second sequence of character.

1. String s1="Java is a programming language. Java is a platform. Java is an Island.";
2. String replaceString=s1.replace("Java","Kava");//replaces all occurrences of "Java" to "Kava"
3. System.out.println(replaceString);

Output:

Kava is a programming language. Kava is a platform. Kava is an Island.

# Java StringBuffer class

Java StringBuffer class is used to create mutable (modifiable) string. The StringBuffer class in java is same as String class except it is mutable i.e. it can be changed.

#### Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.

### **Important Constructors of StringBuffer class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuffer() | creates an empty string buffer with the initial capacity of 16. |
| StringBuffer(String str) | creates a string buffer with the specified string. |
| StringBuffer(int capacity) | creates an empty string buffer with the specified capacity as length. |

### **Important methods of StringBuffer class**

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| public synchronized StringBuffer | append(String s) | is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public synchronized StringBuffer | insert(int offset, String s) | is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public synchronized StringBuffer | replace(int startIndex, int endIndex, String str) | is used to replace the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | delete(int startIndex, int endIndex) | is used to delete the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | reverse() | is used to reverse the string. |
| public int | capacity() | is used to return the current capacity. |
| public void | ensureCapacity(int minimumCapacity) | is used to ensure the capacity at least equal to the given minimum. |
| public char | charAt(int index) | is used to return the character at the specified position. |
| public int | length() | is used to return the length of the string i.e. total number of characters. |
| public String | substring(int beginIndex) | is used to return the substring from the specified beginIndex. |
| public String | substring(int beginIndex, int endIndex) | is used to return the substring from the specified beginIndex and endIndex. |

### **What is mutable string**

A string that can be modified or changed is known as mutable string. StringBuffer and StringBuilder classes are used for creating mutable string.

### **1) StringBuffer append() method**

The append() method concatenates the given argument with this string.

1. **class** StringBufferExample{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello ");
4. sb.append("Java");//now original string is changed
5. System.out.println(sb);//prints Hello Java
6. }
7. }

### **2) StringBuffer insert() method**

The insert() method inserts the given string with this string at the given position.

1. **class** StringBufferExample2{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello ");
4. sb.insert(1,"Java");//now original string is changed
5. System.out.println(sb);//prints HJavaello
6. }
7. }

### **3) StringBuffer replace() method**

The replace() method replaces the given string from the specified beginIndex and endIndex.

1. **class** StringBufferExample3{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.replace(1,3,"Java");
5. System.out.println(sb);//prints HJavalo
6. }
7. }

### **4) StringBuffer delete() method**

The delete() method of StringBuffer class deletes the string from the specified beginIndex to endIndex.

1. **class** StringBufferExample4{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.delete(1,3);
5. System.out.println(sb);//prints Hlo
6. }
7. }

### **5) StringBuffer reverse() method**

The reverse() method of StringBuilder class reverses the current string.

1. **class** StringBufferExample5{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.reverse();
5. System.out.println(sb);//prints olleH
6. }
7. }

### **6) StringBuffer capacity() method**

The capacity() method of StringBuffer class returns the current capacity of the buffer. The default capacity of the buffer is 16. If the number of character increases from its current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** StringBufferExample6{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. }
10. }

### **7) StringBuffer ensureCapacity() method**

The ensureCapacity() method of StringBuffer class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** StringBufferExample7{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. sb.ensureCapacity(10);//now no change
10. System.out.println(sb.capacity());//now 34
11. sb.ensureCapacity(50);//now (34\*2)+2
12. System.out.println(sb.capacity());//now 70
13. }
14. }

# Java StringBuilder class

Java StringBuilder class is used to create mutable (modifiable) string. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

## Important Constructors of StringBuilder class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuilder() | creates an empty string Builder with the initial capacity of 16. |
| StringBuilder(String str) | creates a string Builder with the specified string. |
| StringBuilder(int length) | creates an empty string Builder with the specified capacity as length. |

## Important methods of StringBuilder class

|  |  |
| --- | --- |
| **Method** | **Description** |
| public StringBuilder append(String s) | is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public StringBuilder insert(int offset, String s) | is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public StringBuilder replace(int startIndex, int endIndex, String str) | is used to replace the string from specified startIndex and endIndex. |
| public StringBuilder delete(int startIndex, int endIndex) | is used to delete the string from specified startIndex and endIndex. |
| public StringBuilder reverse() | is used to reverse the string. |
| public int capacity() | is used to return the current capacity. |
| public void ensureCapacity(int minimumCapacity) | is used to ensure the capacity at least equal to the given minimum. |
| public char charAt(int index) | is used to return the character at the specified position. |
| public int length() | is used to return the length of the string i.e. total number of characters. |
| public String substring(int beginIndex) | is used to return the substring from the specified beginIndex. |
| public String substring(int beginIndex, int endIndex) | is used to return the substring from the specified beginIndex and endIndex. |

## Java StringBuilder Examples

Let's see the examples of different methods of StringBuilder class.

### **1) StringBuilder append() method**

The StringBuilder append() method concatenates the given argument with this string.

1. **class** StringBuilderExample{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello ");
4. sb.append("Java");//now original string is changed
5. System.out.println(sb);//prints Hello Java
6. }
7. }

### **2) StringBuilder insert() method**

The StringBuilder insert() method inserts the given string with this string at the given position.

1. **class** StringBuilderExample2{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello ");
4. sb.insert(1,"Java");//now original string is changed
5. System.out.println(sb);//prints HJavaello
6. }
7. }

### **3) StringBuilder replace() method**

The StringBuilder replace() method replaces the given string from the specified beginIndex and endIndex.

1. **class** StringBuilderExample3{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.replace(1,3,"Java");
5. System.out.println(sb);//prints HJavalo
6. }
7. }

### **4) StringBuilder delete() method**

The delete() method of StringBuilder class deletes the string from the specified beginIndex to endIndex.

1. **class** StringBuilderExample4{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.delete(1,3);
5. System.out.println(sb);//prints Hlo
6. }
7. }

### **5) StringBuilder reverse() method**

The reverse() method of StringBuilder class reverses the current string.

1. **class** StringBuilderExample5{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.reverse();
5. System.out.println(sb);//prints olleH
6. }
7. }

### **6) StringBuilder capacity() method**

The capacity() method of StringBuilder class returns the current capacity of the Builder. The default capacity of the Builder is 16. If the number of character increases from its current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** StringBuilderExample6{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. }
10. }

### **7) StringBuilder ensureCapacity() method**

The ensureCapacity() method of StringBuilder class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** StringBuilderExample7{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. sb.ensureCapacity(10);//now no change
10. System.out.println(sb.capacity());//now 34
11. sb.ensureCapacity(50);//now (34\*2)+2
12. System.out.println(sb.capacity());//now 70
13. }
14. }

Difference between String and StringBuffer

There are many differences between String and StringBuffer. A list of differences between String and StringBuffer are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | String class is immutable. | StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when you concat too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when you cancat strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |

Performance Test of String and StringBuffer

1. **public** **class** ConcatTest{
2. **public** **static** String concatWithString()    {
3. String t = "Java";
4. **for** (**int** i=0; i<10000; i++){
5. t = t + "Tpoint";
6. }
7. **return** t;
8. }
9. **public** **static** String concatWithStringBuffer(){
10. StringBuffer sb = **new** StringBuffer("Java");
11. **for** (**int** i=0; i<10000; i++){
12. sb.append("Tpoint");
13. }
14. **return** sb.toString();
15. }
16. **public** **static** **void** main(String[] args){
17. **long** startTime = System.currentTimeMillis();
18. concatWithString();
19. System.out.println("Time taken by Concating with String: "+(System.currentTimeMillis()-startTime)+"ms");
20. startTime = System.currentTimeMillis();
21. concatWithStringBuffer();
22. System.out.println("Time taken by Concating with  StringBuffer: "+(System.currentTimeMillis()-startTime)+"ms");
23. }
24. }

Time taken by Concating with String: 578ms

Time taken by Concating with StringBuffer: 0ms

String and StringBuffer HashCode Test

As you can see in the program given below, String returns new hashcode value when you concat string but StringBuffer returns same.

1. **public** **class** InstanceTest{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Hashcode test of String:");
4. String str="java";
5. System.out.println(str.hashCode());
6. str=str+"tpoint";
7. System.out.println(str.hashCode());
9. System.out.println("Hashcode test of StringBuffer:");
10. StringBuffer sb=**new** StringBuffer("java");
11. System.out.println(sb.hashCode());
12. sb.append("tpoint");
13. System.out.println(sb.hashCode());
14. }
15. }

Hashcode test of String:

3254818

229541438

Hashcode test of StringBuffer:

118352462

118352462

Difference between StringBuffer and StringBuilder

There are many differences between StringBuffer and StringBuilder. A list of differences between StringBuffer and StringBuilder are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |

StringBuffer Example

1. **public** **class** BufferTest{
2. **public** **static** **void** main(String[] args){
3. StringBuffer buffer=**new** StringBuffer("hello");
4. buffer.append("java");
5. System.out.println(buffer);
6. }
7. }

hellojava

StringBuilder Example

1. **public** **class** BuilderTest{
2. **public** **static** **void** main(String[] args){
3. StringBuilder builder=**new** StringBuilder("hello");
4. builder.append("java");
5. System.out.println(builder);
6. }
7. }

hellojava

Performance Test of StringBuffer and StringBuilder

Let's see the code to check the performance of StringBuffer and StringBuilder classes.

1. **public** **class** ConcatTest{
2. **public** **static** **void** main(String[] args){
3. **long** startTime = System.currentTimeMillis();
4. StringBuffer sb = **new** StringBuffer("Java");
5. **for** (**int** i=0; i<10000; i++){
6. sb.append("Tpoint");
7. }
8. System.out.println("Time taken by StringBuffer: " + (System.currentTimeMillis() - startTime) + "ms");
9. startTime = System.currentTimeMillis();
10. StringBuilder sb2 = **new** StringBuilder("Java");
11. **for** (**int** i=0; i<10000; i++){
12. sb2.append("Tpoint");
13. }
14. System.out.println("Time taken by StringBuilder: " + (System.currentTimeMillis() - startTime) + "ms");
15. }
16. }

Time taken by StringBuffer: 16ms

Time taken by StringBuilder: 0ms

# How to create Immutable class?

There are many immutable classes like String, Boolean, Byte, Short, Integer, Long, Float, Double etc. In short, all the wrapper classes and String class is immutable. We can also create immutable class by creating final class that have final data members as the example given below:

### **Example to create Immutable class**

|  |
| --- |
| In this example, we have created a final class named Employee. It have one final datamember, a parameterized constructor and getter method. |

1. **public** **final** **class** Employee{
2. **final** String pancardNumber;
4. **public** Employee(String pancardNumber){
5. **this**.pancardNumber=pancardNumber;
6. }
8. **public** String getPancardNumber(){
9. **return** pancardNumber;
10. }
12. }

The above class is immutable because:

* The instance variable of the class is final i.e. we cannot change the value of it after creating an object.
* The class is final so we cannot create the subclass.
* There is no setter methods i.e. we have no option to change the value of the instance variable.

These points makes this class as immutable.

# Java toString() method

If you want to represent any object as a string, **toString() method** comes into existence.

The toString() method returns the string representation of the object.

If you print any object, java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object etc. depends on your implementation.

## Advantage of Java toString() method

By overriding the toString() method of the Object class, we can return values of the object, so we don't need to write much code.

### **Understanding problem without toString() method**

Let's see the simple code that prints reference.

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** **static** **void** main(String args[]){
13. Student s1=**new** Student(101,"Raj","lucknow");
14. Student s2=**new** Student(102,"Vijay","ghaziabad");
16. System.out.println(s1);//compiler writes here s1.toString()
17. System.out.println(s2);//compiler writes here s2.toString()
18. }
19. }

Output:Student@1fee6fc

Student@1eed786

|  |  |
| --- | --- |
| As you can see in the above example, printing s1 and s2 prints the hashcode values of the objects but I want to print the values of these objects. Since java compiler internally calls toString() method, overriding this method will return the specified values. Let's understand it with the example given below: |  |

## Example of Java toString() method

Now let's see the real example of toString() method.

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** String toString(){//overriding the toString() method
13. **return** rollno+" "+name+" "+city;
14. }
15. **public** **static** **void** main(String args[]){
16. Student s1=**new** Student(101,"Raj","lucknow");
17. Student s2=**new** Student(102,"Vijay","ghaziabad");
19. System.out.println(s1);//compiler writes here s1.toString()
20. System.out.println(s2);//compiler writes here s2.toString()
21. }
22. }

[download this example of toString method](https://www.javatpoint.com/src/string/tostring.zip)

Output:101 Raj lucknow

102 Vijay ghaziabad

# StringTokenizer in Java

1. [StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java)
2. [Methods of StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java)
3. [Example of StringTokenizer](https://www.javatpoint.com/string-tokenizer-in-java)

The **java.util.StringTokenizer** class allows you to break a string into tokens. It is simple way to break string.

It doesn't provide the facility to differentiate numbers, quoted strings, identifiers etc. like StreamTokenizer class. We will discuss about the StreamTokenizer class in I/O chapter.

#### Constructors of StringTokenizer class

There are 3 constructors defined in the StringTokenizer class.

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringTokenizer(String str) | creates StringTokenizer with specified string. |
| StringTokenizer(String str, String delim) | creates StringTokenizer with specified string and delimeter. |
| StringTokenizer(String str, String delim, boolean returnValue) | creates StringTokenizer with specified string, delimeter and returnValue. If return value is true, delimiter characters are considered to be tokens. If it is false, delimiter characters serve to separate tokens. |

#### Methods of StringTokenizer class

The 6 useful methods of StringTokenizer class are as follows:

|  |  |
| --- | --- |
| **Public method** | **Description** |
| boolean hasMoreTokens() | checks if there is more tokens available. |
| String nextToken() | returns the next token from the StringTokenizer object. |
| String nextToken(String delim) | returns the next token based on the delimeter. |
| boolean hasMoreElements() | same as hasMoreTokens() method. |
| Object nextElement() | same as nextToken() but its return type is Object. |
| int countTokens() | returns the total number of tokens. |

### **Simple example of StringTokenizer class**

Let's see the simple example of StringTokenizer class that tokenizes a string "my name is khan" on the basis of whitespace.

1. **import** java.util.StringTokenizer;
2. **public** **class** Simple{
3. **public** **static** **void** main(String args[]){
4. StringTokenizer st = **new** StringTokenizer("my name is khan"," ");
5. **while** (st.hasMoreTokens()) {
6. System.out.println(st.nextToken());
7. }
8. }
9. }

Output:my

name

is

khan

### **Example of nextToken(String delim) method of StringTokenizer class**

1. **import** java.util.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args) {
5. StringTokenizer st = **new** StringTokenizer("my,name,is,khan");
7. // printing next token
8. System.out.println("Next token is : " + st.nextToken(","));
9. }
10. }

Output:Next token is : my

#### StringTokenizer class is deprecated now. It is recommended to use split() method of String class or regex (Regular Expression).

# Java String FAQs or Interview Questions

A list of top Java String FAQs (Frequently Asked Questions) or interview questions are given below. These questions can be asked by the interviewer.

### **1) How many objects will be created in the following code?**

String s1="javatpoint";

String s2="javatpoint";

**Answer:** Only one.

### **2) What is the difference between equals() method and == operator?**

The equals() method matches content of the strings whereas == operator matches object or reference of the strings.

### **3) Is String class final?**

**Answer:** Yes.

### [**4) How to reverse String in java?**](https://www.javatpoint.com/how-to-reverse-string-in-java)

Input:

this is javatpoint

Output:

tnioptavaj si siht

### [**5) How to check Palindrome String in java?**](https://www.javatpoint.com/how-to-check-palindrome-string-in-java)

Input:

nitin

Output:

true

Input:

jatin

Output:

false

### [**6) Write a java program to capitalize each word in string?**](https://www.javatpoint.com/java-program-to-capitalize-each-word-in-string)

Input:

this is javatpoint

Output:

This Is Javatpoint

### [**7) Write a java program to reverse each word in string?**](https://www.javatpoint.com/java-program-to-reverse-each-word-in-string)

Input:

this is javatpoint

Output:

siht si tnioptavaj

### [**8) Write a java program to tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

tHIS iS jAVATPOINT

### [**9) Write a java program reverse tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-reverse-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

sIHT sI tNIOPTAVAJ

### [**10) What is the difference between String and StringBuffer in java?**](https://www.javatpoint.com/difference-between-string-and-stringbuffer)

### [**11) What is the difference between StringBuffer and StringBuilder in java?**](https://www.javatpoint.com/difference-between-stringbuffer-and-stringbuilder)

### [**12) What does intern() method in java?**](https://www.javatpoint.com/java-string-intern)

### [**13) How to convert String to int in java?**](https://www.javatpoint.com/java-string-to-int)

### [**14) How to convert int to String in java?**](https://www.javatpoint.com/java-int-to-string)

### [**15) How to convert String to Date in java?**](https://www.javatpoint.com/java-string-to-date)

### [**16) How to Optimize Java String Creation?**](https://www.javatpoint.com/how-to-optimize-java-string-creation)

### [**17) Java Program to check whether two Strings are anagram or not**](https://www.javatpoint.com/java-program-to-check-whether-two-strings-are-anagram-or-not)

### [**18) Java program to find the percentage of uppercase, lowercase, digits and special characters in a String**](https://www.javatpoint.com/java-program-to-find-percentage-of-uppercase-lowercase-digits-and-special-characters)

### [**19) How to convert String to Integer and Integer to String in Java**](https://www.javatpoint.com/how-to-convert-string-to-integer-and-integer-to-string-in-java)

### [**20) Java Program to find duplicate characters in a String**](https://www.javatpoint.com/java-program-to-find-duplicate-characters-in-a-string)

### [**21) Java Program to prove that strings are immutable in java**](https://www.javatpoint.com/java-program-to-prove-that-strings-are-immutable-in-java)

### [**22) Java Program to remove all white spaces from a String**](https://www.javatpoint.com/java-program-to-remove-all-white-spaces-from-a-string)

### [**23) Java Program to check whether one String is a rotation of another**](https://www.javatpoint.com/java-program-to-check-whether-one-string-is-a-rotation-of-another)

### [**24) Java Program to count the number of words in a String**](https://www.javatpoint.com/java-program-to-count-the-number-of-words-in-a-string)

### [**25) Java Program to reverse a given String with preserving the position of space**](https://www.javatpoint.com/java-program-to-reverse-a-string-preserving-the-position-of-space)

### [**26) How to swap two String variables without third variable**](https://www.javatpoint.com/how-to-swap-two-string-variables-without-using-third-variable-in-java)

### [**27) How to remove a particular character from a String**](https://www.javatpoint.com/how-to-remove-a-particular-character-from-a-string)

How to reverse String in Java

There are many ways to reverse String in Java. We can reverse String using StringBuffer, StringBuilder, iteration etc. Let's see the ways to reverse String in Java.

1) By StringBuilder / StringBuffer

*File: StringFormatter.java*

1. **public** **class** StringFormatter {
2. **public** **static** String reverseString(String str){
3. StringBuilder sb=**new** StringBuilder(str);
4. sb.reverse();
5. **return** sb.toString();
6. }
7. }

*File: TestStringFormatter.java*

1. **public** **class** TestStringFormatter {
2. **public** **static** **void** main(String[] args) {
3. System.out.println(StringFormatter.reverseString("my name is khan"));
4. System.out.println(StringFormatter.reverseString("I am sonoo jaiswal"));
5. }
6. }

Output:

nahk si eman ym

lawsiaj oonos ma I

2) By Reverse Iteration

*File: StringFormatter.java*

1. **public** **class** StringFormatter {
2. **public** **static** String reverseString(String str){
3. **char** ch[]=str.toCharArray();
4. String rev="";
5. **for**(**int** i=ch.length-1;i>=0;i--){
6. rev+=ch[i];
7. }
8. **return** rev;
9. }
10. }

*File: TestStringFormatter.java*

1. **public** **class** TestStringFormatter {
2. **public** **static** **void** main(String[] args) {
3. System.out.println(StringFormatter.reverseString("my name is khan"));
4. System.out.println(StringFormatter.reverseString("I am sonoo jaiswal"));
5. }
6. }

Output:

nahk si eman ym

lawsiaj oonos ma I

# Java String FAQs or Interview Questions

A list of top Java String FAQs (Frequently Asked Questions) or interview questions are given below. These questions can be asked by the interviewer.

### **1) How many objects will be created in the following code?**

String s1="javatpoint";

String s2="javatpoint";

**Answer:** Only one.

### **2) What is the difference between equals() method and == operator?**

The equals() method matches content of the strings whereas == operator matches object or reference of the strings.

### **3) Is String class final?**

**Answer:** Yes.

### [**4) How to reverse String in java?**](https://www.javatpoint.com/how-to-reverse-string-in-java)

Input:

this is javatpoint

Output:

tnioptavaj si siht

### [**5) How to check Palindrome String in java?**](https://www.javatpoint.com/how-to-check-palindrome-string-in-java)

Input:

nitin

Output:

true

Input:

jatin

Output:

false

### [**6) Write a java program to capitalize each word in string?**](https://www.javatpoint.com/java-program-to-capitalize-each-word-in-string)

Input:

this is javatpoint

Output:

This Is Javatpoint

### [**7) Write a java program to reverse each word in string?**](https://www.javatpoint.com/java-program-to-reverse-each-word-in-string)

Input:

this is javatpoint

Output:

siht si tnioptavaj

### [**8) Write a java program to tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

tHIS iS jAVATPOINT

### [**9) Write a java program reverse tOGGLE each word in string?**](https://www.javatpoint.com/java-program-to-reverse-toggle-each-word-in-string)

Input:

this is javatpoint

Output:

sIHT sI tNIOPTAVAJ

### [**10) What is the difference between String and StringBuffer in java?**](https://www.javatpoint.com/difference-between-string-and-stringbuffer)

### [**11) What is the difference between StringBuffer and StringBuilder in java?**](https://www.javatpoint.com/difference-between-stringbuffer-and-stringbuilder)

### [**12) What does intern() method in java?**](https://www.javatpoint.com/java-string-intern)

### [**13) How to convert String to int in java?**](https://www.javatpoint.com/java-string-to-int)

### [**14) How to convert int to String in java?**](https://www.javatpoint.com/java-int-to-string)

### [**15) How to convert String to Date in java?**](https://www.javatpoint.com/java-string-to-date)

### [**16) How to Optimize Java String Creation?**](https://www.javatpoint.com/how-to-optimize-java-string-creation)

### [**17) Java Program to check whether two Strings are anagram or not**](https://www.javatpoint.com/java-program-to-check-whether-two-strings-are-anagram-or-not)

### [**18) Java program to find the percentage of uppercase, lowercase, digits and special characters in a String**](https://www.javatpoint.com/java-program-to-find-percentage-of-uppercase-lowercase-digits-and-special-characters)

### [**19) How to convert String to Integer and Integer to String in Java**](https://www.javatpoint.com/how-to-convert-string-to-integer-and-integer-to-string-in-java)

### [**20) Java Program to find duplicate characters in a String**](https://www.javatpoint.com/java-program-to-find-duplicate-characters-in-a-string)

### [**21) Java Program to prove that strings are immutable in java**](https://www.javatpoint.com/java-program-to-prove-that-strings-are-immutable-in-java)

### [**22) Java Program to remove all white spaces from a String**](https://www.javatpoint.com/java-program-to-remove-all-white-spaces-from-a-string)

### [**23) Java Program to check whether one String is a rotation of another**](https://www.javatpoint.com/java-program-to-check-whether-one-string-is-a-rotation-of-another)

### [**24) Java Program to count the number of words in a String**](https://www.javatpoint.com/java-program-to-count-the-number-of-words-in-a-string)

### [**25) Java Program to reverse a given String with preserving the position of space**](https://www.javatpoint.com/java-program-to-reverse-a-string-preserving-the-position-of-space)

### [**26) How to swap two String variables without third variable**](https://www.javatpoint.com/how-to-swap-two-string-variables-without-using-third-variable-in-java)

### [**27) How to remove a particular character from a String**](https://www.javatpoint.com/how-to-remove-a-particular-character-from-a-string)

# Java String charAt()

The **java string charAt()** method returns a char value at the given index number. The index number starts from 0. It returns StringIndexOutOfBoundsException if given index number is greater than this string or negative index number.

### **Signature**

The signature of string charAt() method is given below:

1. **public** **char** charAt(**int** index)

### **Parameter**

**index** : index number, starts with 0

### **Returns**

**char value**

### **Specified by**

**CharSequence** interface

### **Throws**

**StringIndexOutOfBoundsException** : if index is negative value or greater than this string length.

## Java String charAt() method example

1. **public** **class** CharAtExample{
2. **public** **static** **void** main(String args[]){
3. String name="javatpoint";
4. **char** ch=name.charAt(4);//returns the char value at the 4th index
5. System.out.println(ch);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=CharAtExample)

Output:

t

## StringIndexOutOfBoundsException with charAt()

Let's see the example of charAt() method where we are passing greater index value. In such case, it throws StringIndexOutOfBoundsException at run time.

1. **public** **class** CharAtExample{
2. **public** **static** **void** main(String args[]){
3. String name="javatpoint";
4. **char** ch=name.charAt(10);//returns the char value at the 10th index
5. System.out.println(ch);
6. }}

Output:

Exception in thread "main" java.lang.StringIndexOutOfBoundsException:

String index out of range: 10

at java.lang.String.charAt(String.java:658)

at CharAtExample.main(CharAtExample.java:4)

# Java String compareTo()

The **java string compareTo()** method compares the given string with current string lexicographically. It returns positive number, negative number or 0.

It compares strings on the basis of Unicode value of each character in the strings.

If first string is lexicographically greater than second string, it returns positive number (difference of character value). If first string is less than second string lexicographically, it returns negative number and if first string is lexicographically equal to second string, it returns 0.

1. **if** s1 > s2, it returns positive number
2. **if** s1 < s2, it returns negative number
3. **if** s1 == s2, it returns 0

### **Signature**

1. **public** **int** compareTo(String anotherString)

### **Parameters**

**anotherString**: represents string that is to be compared with current string

### **Returns**

an integer value

## Java String compareTo() method example

1. **public** **class** CompareToExample{
2. **public** **static** **void** main(String args[]){
3. String s1="hello";
4. String s2="hello";
5. String s3="meklo";
6. String s4="hemlo";
7. String s5="flag";
8. System.out.println(s1.compareTo(s2));//0 because both are equal
9. System.out.println(s1.compareTo(s3));//-5 because "h" is 5 times lower than "m"
10. System.out.println(s1.compareTo(s4));//-1 because "l" is 1 times lower than "m"
11. System.out.println(s1.compareTo(s5));//2 because "h" is 2 times greater than "f"
12. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=CompareToExample)

Output:

0

-5

-1

2

## Java String compareTo(): empty string

If you compare string with blank or empty string, it returns length of the string. If second string is empty, result would be positive. If first string is empty, result would be negative.

1. **public** **class** CompareToExample2{
2. **public** **static** **void** main(String args[]){
3. String s1="hello";
4. String s2="";
5. String s3="me";
6. System.out.println(s1.compareTo(s2));
7. System.out.println(s2.compareTo(s3));
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=CompareToExample2)

Output:

5

-2

# Java String concat

The **java string concat()** method combines specified string at the end of this string. It returns combined string. It is like appending another string.

### **Signature**

The signature of string concat() method is given below:

1. **public** String concat(String anotherString)

### **Parameter**

**anotherString** : another string i.e. to be combined at the end of this string.

### **Returns**

combined string

## Java String concat() method example

1. **public** **class** ConcatExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java string";
4. s1.concat("is immutable");
5. System.out.println(s1);
6. s1=s1.concat(" is immutable so assign it explicitly");
7. System.out.println(s1);
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ConcatExample)

java string

java string is immutable so assign it explicitly

# Java String contains

The **java string contains()** method searches the sequence of characters in this string. It returns *true* if sequence of char values are found in this string otherwise returns *false*.

### **Signature**

The signature of string contains() method is given below:

1. **public** **boolean** contains(CharSequence sequence)

### **Parameter**

**sequence** : specifies the sequence of characters to be searched.

### **Returns**

**true** if sequence of char value exists, otherwise **false**.

### **Throws**

**NullPointerException** : if sequence is null.

## Java String contains() method example

1. **class** ContainsExample{
2. **public** **static** **void** main(String args[]){
3. String name="what do you know about me";
4. System.out.println(name.contains("do you know"));
5. System.out.println(name.contains("about"));
6. System.out.println(name.contains("hello"));
7. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ContainsExample)

true

true

false

# Java String endsWith

The **java string endsWith()** method checks if this string ends with given suffix. It returns true if this string ends with given suffix else returns false.

### **Signature**

The syntax or signature of endsWith() method is given below.

1. **public** **boolean** endsWith(String suffix)

### **Parameter**

**suffix** : Sequence of character

### **Returns**

true or false

## Java String endsWith() method example

1. **public** **class** EndsWithExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java by javatpoint";
4. System.out.println(s1.endsWith("t"));
5. System.out.println(s1.endsWith("point"));
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=EndsWithExample)

Output:

true

true

# Java String equals

The **java string equals()** method compares the two given strings based on the content of the string. If any character is not matched, it returns false. If all characters are matched, it returns true.

The String equals() method overrides the equals() method of Object class.

### **Signature**

1. **public** **boolean** equals(Object anotherObject)

### **Parameter**

**anotherObject** : another object i.e. compared with this string.

### **Returns**

**true** if characters of both strings are equal otherwise **false**.

### **Overrides**

equals() method of java Object class.

## Java String equals() method example

1. **public** **class** EqualsExample{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint";
4. String s2="javatpoint";
5. String s3="JAVATPOINT";
6. String s4="python";
7. System.out.println(s1.equals(s2));//true because content and case is same
8. System.out.println(s1.equals(s3));//false because case is not same
9. System.out.println(s1.equals(s4));//false because content is not same
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EqualsExample)

true

false

false

# Java String equalsIgnoreCase()

The **String equalsIgnoreCase()** method compares the two given strings on the basis of content of the string irrespective of case of the string. It is like equals() method but doesn't check case. If any character is not matched, it returns false otherwise it returns true.

### **Signature**

1. **public** **boolean** equalsIgnoreCase(String str)

### **Parameter**

**str** : another string i.e. compared with this string.

### **Returns**

It returns **true** if characters of both strings are equal ignoring case otherwise **false**.

## Java String equalsIgnoreCase() method example

1. **public** **class** EqualsIgnoreCaseExample{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint";
4. String s2="javatpoint";
5. String s3="JAVATPOINT";
6. String s4="python";
7. System.out.println(s1.equalsIgnoreCase(s2));//true because content and case both are same
8. System.out.println(s1.equalsIgnoreCase(s3));//true because case is ignored
9. System.out.println(s1.equalsIgnoreCase(s4));//false because content is not same
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=EqualsIgnoreCaseExample)

true

true

false

# Java String format

The **java string format()** method returns the formatted string by given locale, format and arguments.

If you don't specify the locale in String.format() method, it uses default locale by calling *Locale.getDefault()* method.

The format() method of java language is like *sprintf()* function in c language and *printf()* method of java language.

### **Signature**

There are two type of string format() method:

1. **public** **static** String format(String format, Object... args)
2. and,
3. **public** **static** String format(Locale locale, String format, Object... args)

### **Parameters**

**locale** : specifies the locale to be applied on the format() method.

**format** : format of the string.

**args** : arguments for the format string. It may be zero or more.

### **Returns**

formatted string

### **Throws**

**NullPointerException** : if format is null.

**IllegalFormatException** : if format is illegal or incompatible.

## Java String format() method example

1. **public** **class** FormatExample{
2. **public** **static** **void** main(String args[]){
3. String name="sonoo";
4. String sf1=String.format("name is %s",name);
5. String sf2=String.format("value is %f",32.33434);
6. String sf3=String.format("value is %32.12f",32.33434);//returns 12 char fractional part filling with 0
8. System.out.println(sf1);
9. System.out.println(sf2);
10. System.out.println(sf3);
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=FormatExample)

name is sonoo

value is 32.334340

value is 32.334340000000

# Java String getBytes()

The **java string getBytes()** method returns the byte array of the string. In other words, it returns sequence of bytes.

### **Signature**

There are 3 variant of getBytes() method. The signature or syntax of string getBytes() method is given below:

1. **public** **byte**[] getBytes()
2. **public** **byte**[] getBytes(Charset charset)
3. **public** **byte**[] getBytes(String charsetName)**throws** UnsupportedEncodingException

### **Returns**

sequence of bytes.

## Java String getBytes() method example

1. **public** **class** StringGetBytesExample{
2. **public** **static** **void** main(String args[]){
3. String s1="ABCDEFG";
4. **byte**[] barr=s1.getBytes();
5. **for**(**int** i=0;i<barr.length;i++){
6. System.out.println(barr[i]);
7. }
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringGetBytesExample)

Output:

65

66

67

68

69

70

71

# Java String getChars()

The **java string getChars()** method copies the content of this string into specified char array. There are 4 arguments passed in getChars() method. The signature of getChars() method is given below:

### **Signature**

The signature or syntax of string getChars() method is given below:

1. **public** **void** getChars(**int** srcBeginIndex, **int** srcEndIndex, **char**[] destination, **int** dstBeginIndex)

### **Returns**

It doesn't return any value.

### **Throws**

It throws StringIndexOutOfBoundsException if beginIndex is greater than endIndex.

## Java String getChars() method example

1. **public** **class** StringGetCharsExample{
2. **public** **static** **void** main(String args[]){
3. String str = **new** String("hello javatpoint how r u");
4. **char**[] ch = **new** **char**[10];
5. **try**{
6. str.getChars(6, 16, ch, 0);
7. System.out.println(ch);
8. }**catch**(Exception ex){System.out.println(ex);}
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringGetCharsExample)

Output:

javatpoint

# Java String indexOf

The **java string indexOf()** method returns index of given character value or substring. If it is not found, it returns -1. The index counter starts from zero.

### **Signature**

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | int indexOf(int ch) | returns index position for the given char value |
| 2 | int indexOf(int ch, int fromIndex) | returns index position for the given char value and from index |
| 3 | int indexOf(String substring) | returns index position for the given substring |
| 4 | int indexOf(String substring, int fromIndex) | returns index position for the given substring and from index |

There are 4 types of indexOf method in java. The signature of indexOf methods are given below:

### **Parameters**

**ch**: char value i.e. a single character e.g. 'a'

**fromIndex**: index position from where index of the char value or substring is retured

**substring**: substring to be searched in this string

### **Returns**

index of the string

## Java String indexOf() method example

1. **public** **class** IndexOfExample{
2. **public** **static** **void** main(String args[]){
3. String s1="this is index of example";
4. //passing substring
5. **int** index1=s1.indexOf("is");//returns the index of is substring
6. **int** index2=s1.indexOf("index");//returns the index of index substring
7. System.out.println(index1+"  "+index2);//2 8
9. //passing substring with from index
10. **int** index3=s1.indexOf("is",4);//returns the index of is substring after 4th index
11. System.out.println(index3);//5 i.e. the index of another is
13. //passing char value
14. **int** index4=s1.indexOf('s');//returns the index of s char value
15. System.out.println(index4);//3
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=IndexOfExample)

2 8

5

3

# Java String intern

The **java string intern()** method returns the interned string. It returns the canonical representation of string.

It can be used to return string from pool memory, if it is created by new keyword.

### **Signature**

The signature of intern method is given below:

1. **public** String intern()

### **Returns**

interned string

## Java String intern() method example

1. **public** **class** InternExample{
2. **public** **static** **void** main(String args[]){
3. String s1=**new** String("hello");
4. String s2="hello";
5. String s3=s1.intern();//returns string from pool, now it will be same as s2
6. System.out.println(s1==s2);//false because reference is different
7. System.out.println(s2==s3);//true because reference is same
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=InternExample)

false

true

# Java String isEmpty

The **java string isEmpty()** method checks if this string is empty. It returns *true*, if length of string is 0 otherwise *false*.

The isEmpty() method of String class is included in java string since JDK 1.6.

### **Signature**

The signature or syntax of string isEmpty() method is given below:

1. **public** **boolean** isEmpty()

### **Returns**

true if length is 0 otherwise false.

### **Since**

**1.6**

## Java String isEmpty() method example

1. **public** **class** IsEmptyExample{
2. **public** **static** **void** main(String args[]){
3. String s1="";
4. String s2="javatpoint";
6. System.out.println(s1.isEmpty());
7. System.out.println(s2.isEmpty());
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=IsEmptyExample)

true

false

# Java String join

The **java string join()** method returns a string joined with given delimiter. In string join method, delimiter is copied for each elements.

In case of null element, "null" is added. The join() method is included in java string since JDK 1.8.

There are two types of join() methods in java string.

### **Signature**

The signature or syntax of string join method is given below:

1. **public** **static** String join(CharSequence delimiter, CharSequence... elements)
2. and
3. **public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

### **Parameters**

**delimiter** : char value to be added with each element

**elements** : char value to be attached with delimiter

### **Returns**

joined string with delimiter

### **Throws**

**NullPointerException** if element or delimiter is null.

### **Since**

**1.8**

## Java String join() method example

1. **public** **class** StringJoinExample{
2. **public** **static** **void** main(String args[]){
3. String joinString1=String.join("-","welcome","to","javatpoint");
4. System.out.println(joinString1);
5. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringJoinExample)

welcome-to-javatpoint

# Java String lastIndexOf

The **java string lastIndexOf()** method returns last index of the given character value or substring. If it is not found, it returns -1. The index counter starts from zero.

### **Signature**

There are 4 types of lastIndexOf method in java. The signature of lastIndexOf methods are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | int lastIndexOf(int ch) | returns last index position for the given char value |
| 2 | int lastIndexOf(int ch, int fromIndex) | returns last index position for the given char value and from index |
| 3 | int lastIndexOf(String substring) | returns last index position for the given substring |
| 4 | int lastIndexOf(String substring, int fromIndex) | returns last index position for the given substring and from index |

### **Parameters**

**ch**: char value i.e. a single character e.g. 'a'

**fromIndex**: index position from where index of the char value or substring is retured

**substring**: substring to be searched in this string

### **Returns**

last index of the string

## Java String lastIndexOf() method example

1. **public** **class** LastIndexOfExample{
2. **public** **static** **void** main(String args[]){
3. String s1="this is index of example";//there are 2 's' characters in this sentence
4. **int** index1=s1.lastIndexOf('s');//returns last index of 's' char value
5. System.out.println(index1);//6
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=LastIndexOfExample)

Output:

6

# Java String length

The **java string length()** method length of the string. It returns count of total number of characters. The length of java string is same as the unicode code units of the string.

### **Signature**

The signature of the string length() method is given below:

1. **public** **int** length()

### **Specified by**

CharSequence interface

### **Returns**

length of characters

## Java String length() method example

1. **public** **class** LengthExample{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint";
4. String s2="python";
5. System.out.println("string length is: "+s1.length());//10 is the length of javatpoint string
6. System.out.println("string length is: "+s2.length());//6 is the length of python string
7. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=LengthExample)

string length is: 10

string length is: 6

# Java String replace

The **java string replace()** method returns a string replacing all the old char or CharSequence to new char or CharSequence.

Since JDK 1.5, a new replace() method is introduced, allowing you to replace a sequence of char values.

### **Signature**

There are two type of replace methods in java string.

1. **public** String replace(**char** oldChar, **char** newChar)
2. and
3. **public** String replace(CharSequence target, CharSequence replacement)

The second replace method is added since JDK 1.5.

### **Parameters**

**oldChar** : old character

**newChar** : new character

**target** : target sequence of characters

**replacement** : replacement sequence of characters

### **Returns**

replaced string

## Java String replace(char old, char new) method example

1. **public** **class** ReplaceExample1{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint is a very good website";
4. String replaceString=s1.replace('a','e');//replaces all occurrences of 'a' to 'e'
5. System.out.println(replaceString);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ReplaceExample1)

jevetpoint is e very good website

## Java String replace(CharSequence target, CharSequence replacement) method example

1. **public** **class** ReplaceExample2{
2. **public** **static** **void** main(String args[]){
3. String s1="my name is khan my name is java";
4. String replaceString=s1.replace("is","was");//replaces all occurrences of "is" to "was"
5. System.out.println(replaceString);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=ReplaceExample2)

my name was khan my name was java

# Java String replaceAll

The **java string replaceAll()** method returns a string replacing all the sequence of characters matching regex and replacement string.

### **Signature**

1. **public** String replaceAll(String regex, String replacement)

### **Parameters**

**regex** : regular expression

**replacement** : replacement sequence of characters

### **Returns**

replaced string

## Java String replaceAll() example: replace character

Let's see an example to replace all the occurrences of **a single character**.

1. **public** **class** ReplaceAllExample1{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint is a very good website";
4. String replaceString=s1.replaceAll("a","e");//replaces all occurrences of "a" to "e"
5. System.out.println(replaceString);
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=ReplaceAllExample1)

jevetpoint is e very good website

## Java String replaceAll() example: replace word

Let's see an example to replace all the occurrences of **single word or set of words**.

1. **public** **class** ReplaceAllExample2{
2. **public** **static** **void** main(String args[]){
3. String s1="My name is Khan. My name is Bob. My name is Sonoo.";
4. String replaceString=s1.replaceAll("is","was");//replaces all occurrences of "is" to "was"
5. System.out.println(replaceString);
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=ReplaceAllExample2)

My name was Khan. My name was Bob. My name was Sonoo.

## Java String replaceAll() example: remove white spaces

Let's see an example to remove all the occurrences of **white spaces**.

1. **public** **class** ReplaceAllExample3{
2. **public** **static** **void** main(String args[]){
3. String s1="My name is Khan. My name is Bob. My name is Sonoo.";
4. String replaceString=s1.replaceAll("\\s","");
5. System.out.println(replaceString);
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=ReplaceAllExample3)

MynamewasKhan.MynamewasBob.MynamewasSonoo.

[Click me to know about regex](https://www.javatpoint.com/java-regex)

# Java String split

The **java string split()** method splits this string against given regular expression and returns a char array.

### **Signature**

There are two signature for split() method in java string.

1. **public** String split(String regex)
2. and,
3. **public** String split(String regex, **int** limit)

### **Parameter**

**regex** : regular expression to be applied on string.

**limit** : limit for the number of strings in array. If it is zero, it will returns all the strings matching regex.

### **Returns**

array of strings

### **Throws**

**PatternSyntaxException** if pattern for regular expression is invalid

### **Since**

1.4

## Java String split() method example

The given example returns total number of words in a string excluding space only. It also includes special characters.

1. **public** **class** SplitExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java string split method by javatpoint";
4. String[] words=s1.split("\\s");//splits the string based on whitespace
5. //using java foreach loop to print elements of string array
6. **for**(String w:words){
7. System.out.println(w);
8. }
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=SplitExample)

java

string

split

method

by

javatpoint

## Java String split() method with regex and length example

1. **public** **class** SplitExample2{
2. **public** **static** **void** main(String args[]){
3. String s1="welcome to split world";
4. System.out.println("returning words:");
5. **for**(String w:s1.split("\\s",0)){
6. System.out.println(w);
7. }
8. System.out.println("returning words:");
9. **for**(String w:s1.split("\\s",1)){
10. System.out.println(w);
11. }
12. System.out.println("returning words:");
13. **for**(String w:s1.split("\\s",2)){
14. System.out.println(w);
15. }
17. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=SplitExample2)

returning words:

welcome

to

split

world

returning words:

welcome to split world

returning words:

welcome

to split world

# Java String startsWith

The **java string startsWith()** method checks if this string starts with given prefix. It returns true if this string starts with given prefix else returns false.

### **Signature**

The syntax or signature of startWith() method is given below.

1. **public** **boolean** startsWith(String prefix)
2. **public** **boolean** startsWith(String prefix, **int** offset)

### **Parameter**

**prefix** : Sequence of character

### **Returns**

true or false

## Java String startsWith() method example

1. **public** **class** StartsWithExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java string split method by javatpoint";
4. System.out.println(s1.startsWith("ja"));
5. System.out.println(s1.startsWith("java string"));
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=StartsWithExample)

Output:

true

true

# Java String substring

The **java string substring()** method returns a part of the string.

We pass begin index and end index number position in the java substring method where start index is inclusive and end index is exclusive. In other words, start index starts from 0 whereas end index starts from 1.

There are two types of substring methods in java string.

### **Signature**

1. **public** String substring(**int** startIndex)
2. and
3. **public** String substring(**int** startIndex, **int** endIndex)

If you don't specify endIndex, java substring() method will return all the characters from startIndex.

### **Parameters**

**startIndex** : starting index is inclusive

**endIndex** : ending index is exclusive

### **Returns**

specified string

### **Throws**

**StringIndexOutOfBoundsException** if start index is negative value or end index is lower than starting index.

## Java String substring() method example

1. **public** **class** SubstringExample{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint";
4. System.out.println(s1.substring(2,4));//returns va
5. System.out.println(s1.substring(2));//returns vatpoint
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=SubstringExample)

va

vatpoint

# Java String toCharArray

The **java string toCharArray()** method converts this string into character array. It returns a newly created character array, its length is similar to this string and its contents are initialized with the characters of this string.

### **Signature**

The signature or syntax of string toCharArray() method is given below:

1. **public** **char**[] toCharArray()

### **Returns**

character array

## Java String toCharArray() method example

1. **public** **class** StringToCharArrayExample{
2. **public** **static** **void** main(String args[]){
3. String s1="hello";
4. **char**[] ch=s1.toCharArray();
5. **for**(**int** i=0;i<ch.length;i++){
6. System.out.print(ch[i]);
7. }
8. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=StringToCharArrayExample)

Output:

hello

# Java String toLowerCase()

The **java string toLowerCase()** method returns the string in lowercase letter. In other words, it converts all characters of the string into lower case letter.

The toLowerCase() method works same as toLowerCase(Locale.getDefault()) method. It internally uses the default locale.

### **Signature**

There are two variant of toLowerCase() method. The signature or syntax of string toLowerCase() method is given below:

1. **public** String toLowerCase()
2. **public** String toLowerCase(Locale locale)

The second method variant of toLowerCase(), converts all the characters into lowercase using the rules of given Locale.

### **Returns**

string in lowercase letter.

## Java String toLowerCase() method example

1. **public** **class** StringLowerExample{
2. **public** **static** **void** main(String args[]){
3. String s1="JAVATPOINT HELLO stRIng";
4. String s1lower=s1.toLowerCase();
5. System.out.println(s1lower);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringLowerExample)

Output:

javatpoint hello string

# Java String toUpperCase

The **java string toUpperCase()** method returns the string in uppercase letter. In other words, it converts all characters of the string into upper case letter.

The toUpperCase() method works same as toUpperCase(Locale.getDefault()) method. It internally uses the default locale.

### **Signature**

There are two variant of toUpperCase() method. The signature or syntax of string toUpperCase() method is given below:

1. **public** String toUpperCase()
2. **public** String toUpperCase(Locale locale)

The second method variant of toUpperCase(), converts all the characters into uppercase using the rules of given Locale.

### **Returns**

string in uppercase letter.

## Java String toUpperCase() method example

1. **public** **class** StringUpperExample{
2. **public** **static** **void** main(String args[]){
3. String s1="hello string";
4. String s1upper=s1.toUpperCase();
5. System.out.println(s1upper);
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringUpperExample)

Output:

HELLO STRING

# Java String trim

The **java string trim()** method eliminates leading and trailing spaces. The unicode value of space character is '\u0020'. The trim() method in java string checks this unicode value before and after the string, if it exists then removes the spaces and returns the omitted string.

#### The string trim() method doesn't omits middle spaces.

### **Signature**

The signature or syntax of string trim method is given below:

1. **public** String trim()

### **Returns**

string with omitted leading and trailing spaces

## Java String trim() method example

1. **public** **class** StringTrimExample{
2. **public** **static** **void** main(String args[]){
3. String s1="  hello string   ";
4. System.out.println(s1+"javatpoint");//without trim()
5. System.out.println(s1.trim()+"javatpoint");//with trim()
6. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringTrimExample)

hello string javatpoint

hello stringjavatpoint

# Java String valueOf

The **java string valueOf()** method converts different types of values into string. By the help of string valueOf() method, you can convert int to string, long to string, boolean to string, character to string, float to string, double to string, object to string and char array to string.

### **Signature**

The signature or syntax of string valueOf() method is given below:

1. **public** **static** String valueOf(**boolean** b)
2. **public** **static** String valueOf(**char** c)
3. **public** **static** String valueOf(**char**[] c)
4. **public** **static** String valueOf(**int** i)
5. **public** **static** String valueOf(**long** l)
6. **public** **static** String valueOf(**float** f)
7. **public** **static** String valueOf(**double** d)
8. **public** **static** String valueOf(Object o)

### **Returns**

string representation of given value

## Java String valueOf() method example

1. **public** **class** StringValueOfExample{
2. **public** **static** **void** main(String args[]){
3. **int** value=30;
4. String s1=String.valueOf(value);
5. System.out.println(s1+10);//concatenating string with 10
6. }}

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=StringValueOfExample)

Output:

3010

# Java Regex

The **Java Regex** or Regular Expression is an API to *define pattern for searching or manipulating strings*.

It is widely used to define constraint on strings such as password and email validation. After learning java regex tutorial, you will be able to test your own regular expressions by the Java Regex Tester Tool.

Java Regex API provides 1 interface and 3 classes in **java.util.regex** package.

#### java.util.regex package

It provides following classes and interface for regular expressions. The Matcher and Pattern classes are widely used in java regular expression.

1. MatchResult interface
2. Matcher class
3. Pattern class
4. PatternSyntaxException class

## Matcher class

It implements **MatchResult** interface. It is a *regex engine* i.e. used to perform match operations on a character sequence.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | boolean matches() | test whether the regular expression matches the pattern. |
| 2 | boolean find() | finds the next expression that matches the pattern. |
| 3 | boolean find(int start) | finds the next expression that matches the pattern from the given start number. |
| 4 | String group() | returns the matched subsequence. |
| 5 | int start() | returns the starting index of the matched subsequence. |
| 6 | int end() | returns the ending index of the matched subsequence. |
| 7 | int groupCount() | returns the total number of the matched subsequence. |

## Pattern class

It is the *compiled version of a regular expression*. It is used to define a pattern for the regex engine.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | static Pattern compile(String regex) | compiles the given regex and return the instance of pattern. |
| 2 | Matcher matcher(CharSequence input) | creates a matcher that matches the given input with pattern. |
| 3 | static boolean matches(String regex, CharSequence input) | It works as the combination of compile and matcher methods. It compiles the regular expression and matches the given input with the pattern. |
| 4 | String[] split(CharSequence input) | splits the given input string around matches of given pattern. |
| 5 | String pattern() | returns the regex pattern. |

### **Example of Java Regular Expressions**

There are three ways to write the regex example in java.

1. **import** java.util.regex.\*;
2. **public** **class** RegexExample1{
3. **public** **static** **void** main(String args[]){
4. //1st way
5. Pattern p = Pattern.compile(".s");//. represents single character
6. Matcher m = p.matcher("as");
7. **boolean** b = m.matches();
9. //2nd way
10. **boolean** b2=Pattern.compile(".s").matcher("as").matches();
12. //3rd way
13. **boolean** b3 = Pattern.matches(".s", "as");
15. System.out.println(b+" "+b2+" "+b3);
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample1)

#### Output

true true true

## Regular Expression . Example

The . (dot) represents a single character.

1. **import** java.util.regex.\*;
2. **class** RegexExample2{
3. **public** **static** **void** main(String args[]){
4. System.out.println(Pattern.matches(".s", "as"));//true (2nd char is s)
5. System.out.println(Pattern.matches(".s", "mk"));//false (2nd char is not s)
6. System.out.println(Pattern.matches(".s", "mst"));//false (has more than 2 char)
7. System.out.println(Pattern.matches(".s", "amms"));//false (has more than 2 char)
8. System.out.println(Pattern.matches("..s", "mas"));//true (3rd char is s)
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample2)

## Regex Character classes

|  |  |  |
| --- | --- | --- |
| **No.** | **Character Class** | **Description** |
| 1 | [abc] | a, b, or c (simple class) |
| 2 | [^abc] | Any character except a, b, or c (negation) |
| 3 | [a-zA-Z] | a through z or A through Z, inclusive (range) |
| 4 | [a-d[m-p]] | a through d, or m through p: [a-dm-p] (union) |
| 5 | [a-z&&[def]] | d, e, or f (intersection) |
| 6 | [a-z&&[^bc]] | a through z, except for b and c: [ad-z] (subtraction) |
| 7 | [a-z&&[^m-p]] | a through z, and not m through p: [a-lq-z](subtraction) |

## Regular Expression Character classes Example

1. **import** java.util.regex.\*;
2. **class** RegexExample3{
3. **public** **static** **void** main(String args[]){
4. System.out.println(Pattern.matches("[amn]", "abcd"));//false (not a or m or n)
5. System.out.println(Pattern.matches("[amn]", "a"));//true (among a or m or n)
6. System.out.println(Pattern.matches("[amn]", "ammmna"));//false (m and a comes more than once)
7. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample3)

## Regex Quantifiers

The quantifiers specify the number of occurrences of a character.

|  |  |
| --- | --- |
| **Regex** | **Description** |
| X? | X occurs once or not at all |
| X+ | X occurs once or more times |
| X\* | X occurs zero or more times |
| X{n} | X occurs n times only |
| X{n,} | X occurs n or more times |
| X{y,z} | X occurs at least y times but less than z times |

## Regular Expression Character classes and Quantifiers Example

1. **import** java.util.regex.\*;
2. **class** RegexExample4{
3. **public** **static** **void** main(String args[]){
4. System.out.println("? quantifier ....");
5. System.out.println(Pattern.matches("[amn]?", "a"));//true (a or m or n comes one time)
6. System.out.println(Pattern.matches("[amn]?", "aaa"));//false (a comes more than one time)
7. System.out.println(Pattern.matches("[amn]?", "aammmnn"));//false (a m and n comes more than one time)
8. System.out.println(Pattern.matches("[amn]?", "aazzta"));//false (a comes more than one time)
9. System.out.println(Pattern.matches("[amn]?", "am"));//false (a or m or n must come one time)
11. System.out.println("+ quantifier ....");
12. System.out.println(Pattern.matches("[amn]+", "a"));//true (a or m or n once or more times)
13. System.out.println(Pattern.matches("[amn]+", "aaa"));//true (a comes more than one time)
14. System.out.println(Pattern.matches("[amn]+", "aammmnn"));//true (a or m or n comes more than once)
15. System.out.println(Pattern.matches("[amn]+", "aazzta"));//false (z and t are not matching pattern)
17. System.out.println("\* quantifier ....");
18. System.out.println(Pattern.matches("[amn]\*", "ammmna"));//true (a or m or n may come zero or more times)
20. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample4)

## Regex Metacharacters

The regular expression metacharacters work as a short codes.

|  |  |
| --- | --- |
| **Regex** | **Description** |
| . | Any character (may or may not match terminator) |
| \d | Any digits, short of [0-9] |
| \D | Any non-digit, short for [^0-9] |
| \s | Any whitespace character, short for [\t\n\x0B\f\r] |
| \S | Any non-whitespace character, short for [^\s] |
| \w | Any word character, short for [a-zA-Z\_0-9] |
| \W | Any non-word character, short for [^\w] |
| \b | A word boundary |
| \B | A non word boundary |

## Regular Expression Metacharacters Example

1. **import** java.util.regex.\*;
2. **class** RegexExample5{
3. **public** **static** **void** main(String args[]){
4. System.out.println("metacharacters d....");\\d means digit
6. System.out.println(Pattern.matches("\\d", "abc"));//false (non-digit)
7. System.out.println(Pattern.matches("\\d", "1"));//true (digit and comes once)
8. System.out.println(Pattern.matches("\\d", "4443"));//false (digit but comes more than once)
9. System.out.println(Pattern.matches("\\d", "323abc"));//false (digit and char)
11. System.out.println("metacharacters D....");\\D means non-digit
13. System.out.println(Pattern.matches("\\D", "abc"));//false (non-digit but comes more than once)
14. System.out.println(Pattern.matches("\\D", "1"));//false (digit)
15. System.out.println(Pattern.matches("\\D", "4443"));//false (digit)
16. System.out.println(Pattern.matches("\\D", "323abc"));//false (digit and char)
17. System.out.println(Pattern.matches("\\D", "m"));//true (non-digit and comes once)
19. System.out.println("metacharacters D with quantifier....");
20. System.out.println(Pattern.matches("\\D\*", "mak"));//true (non-digit and may come 0 or more times)
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample5)

## Regular Expression Question 1

1. /\*Create a regular expression that accepts alpha numeric characters only. Its
2. length must be 6 characters long only.\*/
4. **import** java.util.regex.\*;
5. **class** RegexExample6{
6. **public** **static** **void** main(String args[]){
7. System.out.println(Pattern.matches("[a-zA-Z0-9]{6}", "arun32"));//true
8. System.out.println(Pattern.matches("[a-zA-Z0-9]{6}", "kkvarun32"));//false (more than 6 char)
9. System.out.println(Pattern.matches("[a-zA-Z0-9]{6}", "JA2Uk2"));//true
10. System.out.println(Pattern.matches("[a-zA-Z0-9]{6}", "arun$2"));//false ($ is not matched)
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample6)

## Regular Expression Question 2

1. /\*Create a regular expression that accepts 10 digit numeric characters
2. starting with 7, 8 or 9 only.\*/
4. **import** java.util.regex.\*;
5. **class** RegexExample7{
6. **public** **static** **void** main(String args[]){
7. System.out.println("by character classes and quantifiers ...");
8. System.out.println(Pattern.matches("[789]{1}[0-9]{9}", "9953038949"));//true
9. System.out.println(Pattern.matches("[789][0-9]{9}", "9953038949"));//true
11. System.out.println(Pattern.matches("[789][0-9]{9}", "99530389490"));//false (11 characters)
12. System.out.println(Pattern.matches("[789][0-9]{9}", "6953038949"));//false (starts from 6)
13. System.out.println(Pattern.matches("[789][0-9]{9}", "8853038949"));//true
15. System.out.println("by metacharacters ...");
16. System.out.println(Pattern.matches("[789]{1}\\d{9}", "8853038949"));//true
17. System.out.println(Pattern.matches("[789]{1}\\d{9}", "3853038949"));//false (starts from 3)
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=RegexExample7)

## Java Regex Finder Example

1. **import** java.util.regex.Pattern;
2. **import** java.util.Scanner;
3. **import** java.util.regex.Matcher;
4. **public** **class** RegexExample8{
5. **public** **static** **void** main(String[] args){
6. Scanner sc=**new** Scanner(System.in);
7. **while** (**true**) {
8. System.out.println("Enter regex pattern:");
9. Pattern pattern = Pattern.compile(sc.nextLine());
10. System.out.println("Enter text:");
11. Matcher matcher = pattern.matcher(sc.nextLine());
12. **boolean** found = **false**;
13. **while** (matcher.find()) {
14. System.out.println("I found the text "+matcher.group()+" starting at index "+
15. matcher.start()+" and ending at index "+matcher.end());
16. found = **true**;
17. }
18. **if**(!found){
19. System.out.println("No match found.");
20. }
21. }
22. }
23. }

Output:

Enter regex pattern: java

Enter text: this is java, do you know java

I found the text java starting at index 8 and ending at index 12

I found the text java starting at index 26 and ending at index 30

# Exception Handling in Java

1. [Exception Handling](https://www.javatpoint.com/exception-handling-in-java)
2. [Advantage of Exception Handling](https://www.javatpoint.com/exception-handling-in-java#exceptionad)
3. [Hierarchy of Exception classes](https://www.javatpoint.com/exception-handling-in-java#exceptionhierarchy)
4. [Types of Exception](https://www.javatpoint.com/exception-handling-in-java#exceptiontypes)
5. [Scenarios where exception may occur](https://www.javatpoint.com/exception-handling-in-java#exceptionscenarios)

The **exception handling in java** is one of the powerful *mechanism to handle the runtime errors* so that normal flow of the application can be maintained.

In this page, we will learn about java exception, its type and the difference between checked and unchecked exceptions.

### **What is exception**

**Dictionary Meaning:** Exception is an abnormal condition.

In java, exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

### **What is exception handling**

Exception Handling is a mechanism to handle runtime errors such as ClassNotFound, IO, SQL, Remote etc.

### **Advantage of Exception Handling**

The core advantage of exception handling is **to maintain the normal flow of the application**. Exception normally disrupts the normal flow of the application that is why we use exception handling. Let's take a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there is 10 statements in your program and there occurs an exception at statement 5, rest of the code will not be executed i.e. statement 6 to 10 will not run. If we perform exception handling, rest of the statement will be executed. That is why we use exception handling in java.

Do You Know ?

|  |
| --- |
| * What is the difference between checked and unchecked exceptions ? * What happens behind the code int data=50/0; ? * Why use multiple catch block ? * Is there any possibility when finally block is not executed ? * What is exception propagation ? * What is the difference between throw and throws keyword ? * What are the 4 rules for using exception handling with method overriding ? |

## Hierarchy of Java Exception classes
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### **Types of Exception**

There are mainly two types of exceptions: checked and unchecked where error is considered as unchecked exception. The sun microsystem says there are three types of exceptions:

1. Checked Exception
2. Unchecked Exception
3. Error

## Difference between checked and unchecked exceptions

### **1) Checked Exception**

The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions e.g.IOException, SQLException etc. Checked exceptions are checked at compile-time.

### **2) Unchecked Exception**

The classes that extend RuntimeException are known as unchecked exceptions e.g. ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException etc. Unchecked exceptions are not checked at compile-time rather they are checked at runtime.

### **3) Error**

Error is irrecoverable e.g. OutOfMemoryError, VirtualMachineError, AssertionError etc.

### **Common scenarios where exceptions may occur**

There are given some scenarios where unchecked exceptions can occur. They are as follows:

### **1) Scenario where ArithmeticException occurs**

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

### **2) Scenario where NullPointerException occurs**

If we have null value in any variable, performing any operation by the variable occurs an NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

### **3) Scenario where NumberFormatException occurs**

The wrong formatting of any value, may occur NumberFormatException. Suppose I have a string variable that have characters, converting this variable into digit will occur NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

### **4) Scenario where ArrayIndexOutOfBoundsException occurs**

If you are inserting any value in the wrong index, it would result ArrayIndexOutOfBoundsException as shown below:

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

## Java Exception Handling Keywords

There are 5 keywords used in java exception handling.

1. try
2. catch
3. finally
4. throw
5. throws

Java try-catch

Java try block

Java try block is used to enclose the code that might throw an exception. It must be used within the method.

Java try block must be followed by either catch or finally block.

Syntax of java try-catch

1. **try**{
2. //code that may throw exception
3. }**catch**(Exception\_class\_Name ref){}

Syntax of try-finally block

1. **try**{
2. //code that may throw exception
3. }**finally**{}

Java catch block

Java catch block is used to handle the Exception. It must be used after the try block only.

You can use multiple catch block with a single try.

Problem without exception handling

Let's try to understand the problem if we don't use try-catch block.

1. **public** **class** Testtrycatch1{
2. **public** **static** **void** main(String args[]){
3. **int** data=50/0;//may throw exception
4. System.out.println("rest of the code...");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testtrycatch1)

Output:

Exception in thread main java.lang.ArithmeticException:/ by zero

As displayed in the above example, rest of the code is not executed (in such case, rest of the code... statement is not printed).

There can be 100 lines of code after exception. So all the code after exception will not be executed.

Solution by exception handling

Let's see the solution of above problem by java try-catch block.

1. **public** **class** Testtrycatch2{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=50/0;
5. }**catch**(ArithmeticException e){System.out.println(e);}
6. System.out.println("rest of the code...");
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testtrycatch2)

Output:

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

Now, as displayed in the above example, rest of the code is executed i.e. rest of the code... statement is printed.

Internal working of java try-catch block
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The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if exception is handled by the application programmer, normal flow of the application is maintained i.e. rest of the code is executed.

Java catch multiple exceptions

Java Multi catch block

If you have to perform different tasks at the occurrence of different Exceptions, use java multi catch block.

Let's see a simple example of java multi-catch block.

1. **public** **class** TestMultipleCatchBlock{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
8. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
9. **catch**(Exception e){System.out.println("common task completed");}
11. System.out.println("rest of the code...");
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultipleCatchBlock)

Output:task1 completed

rest of the code...

**Rule: At a time only one Exception is occured and at a time only one catch block is executed.**

**Rule: All catch blocks must be ordered from most specific to most general i.e. catch for ArithmeticException must come before catch for Exception .**

1. **class** TestMultipleCatchBlock1{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(Exception e){System.out.println("common task completed");}
8. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
9. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
10. System.out.println("rest of the code...");
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultipleCatchBlock1)

Output:

Compile-time error

# Java Nested try block

The try block within a try block is known as nested try block in java.

### **Why use nested try block**

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

### **Syntax:**

1. ....
2. **try**
3. {
4. statement 1;
5. statement 2;
6. **try**
7. {
8. statement 1;
9. statement 2;
10. }
11. **catch**(Exception e)
12. {
13. }
14. }
15. **catch**(Exception e)
16. {
17. }
18. ....

## Java nested try example

Let's see a simple example of java nested try block.

1. **class** Excep6{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **try**{
5. System.out.println("going to divide");
6. **int** b =39/0;
7. }**catch**(ArithmeticException e){System.out.println(e);}
9. **try**{
10. **int** a[]=**new** **int**[5];
11. a[5]=4;
12. }**catch**(ArrayIndexOutOfBoundsException e){System.out.println(e);}
14. System.out.println("other statement);
15. }**catch**(Exception e){System.out.println("handeled");}
17. System.out.println("normal flow..");
18. }
19. }

# Java finally block

**Java finally block** is a block that is used to execute important code such as closing connection, stream etc.

Java finally block is always executed whether exception is handled or not.

Java finally block follows try or catch block.
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#### Note: If you don't handle exception, before terminating the program, JVM executes finally block(if any).

## Why use java finally

* Finally block in java can be used to put "cleanup" code such as closing a file, closing connection etc.

## Usage of Java finally

Let's see the different cases where java finally block can be used.

### **Case 1**

Let's see the java finally example where **exception doesn't occur**.

1. **class** TestFinallyBlock{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/5;
5. System.out.println(data);
6. }
7. **catch**(NullPointerException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock)

Output:5

finally block is always executed

rest of the code...

### **Case 2**

Let's see the java finally example where **exception occurs and not handled**.

1. **class** TestFinallyBlock1{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/0;
5. System.out.println(data);
6. }
7. **catch**(NullPointerException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock1)

Output:finally block is always executed

Exception in thread main java.lang.ArithmeticException:/ by zero

### **Case 3**

Let's see the java finally example where **exception occurs and handled**.

1. **public** **class** TestFinallyBlock2{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/0;
5. System.out.println(data);
6. }
7. **catch**(ArithmeticException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock2)

Output:Exception in thread main java.lang.ArithmeticException:/ by zero

finally block is always executed

rest of the code...

#### Rule: For each try block there can be zero or more catch blocks, but only one finally block.

#### Note: The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

Java throw exception

Java throw keyword

The Java throw keyword is used to explicitly throw an exception.

We can throw either checked or uncheked exception in java by throw keyword. The throw keyword is mainly used to throw custom exception. We will see custom exceptions later.

The syntax of java throw keyword is given below.

1. **throw** exception;

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error);

java throw keyword example

In this example, we have created the validate method that takes integer value as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

1. **public** **class** TestThrow1{
2. **static** **void** validate(**int** age){
3. **if**(age<18)
4. **throw** **new** ArithmeticException("not valid");
5. **else**
6. System.out.println("welcome to vote");
7. }
8. **public** **static** **void** main(String args[]){
9. validate(13);
10. System.out.println("rest of the code...");
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThrow1)

Output:

Exception in thread main java.lang.ArithmeticException:not valid

Java Exception propagation

|  |
| --- |
| An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method,If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack.This is called exception propagation. |

**Rule: By default Unchecked Exceptions are forwarded in calling chain (propagated).**

***Program of Exception Propagation***

1. **class** TestExceptionPropagation1{
2. **void** m(){
3. **int** data=50/0;
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation1 obj=**new** TestExceptionPropagation1();
15. obj.p();
16. System.out.println("normal flow...");
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation1)

Output:exception handled

normal flow...

![exception propagation](data:image/jpeg;base64,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)

In the above example exception occurs in m() method where it is not handled,so it is propagated to previous n() method where it is not handled, again it is propagated to p() method where exception is handled.

Exception can be handled in any method in call stack either in main() method,p() method,n() method or m() method.

**Rule: By default, Checked Exceptions are not forwarded in calling chain (propagated).**

***Program which describes that checked exceptions are not propagated***

1. **class** TestExceptionPropagation2{
2. **void** m(){
3. **throw** **new** java.io.IOException("device error");//checked exception
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handeled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation2 obj=**new** TestExceptionPropagation2();
15. obj.p();
16. System.out.println("normal flow");
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation2)

Output:Compile Time Error

# Java throws keyword

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception so it is better for the programmer to provide the exception handling code so that normal flow can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers fault that he is not performing check up before the code being used.

### **Syntax of java throws**

1. return\_type method\_name() **throws** exception\_class\_name{
2. //method code
3. }

### **Which exception should be declared**

**Ans)** checked exception only, because:

* **unchecked Exception:** under your control so correct your code.
* **error:** beyond your control e.g. you are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### **Advantage of Java throws keyword**

Now Checked Exception can be propagated (forwarded in call stack).

It provides information to the caller of the method about the exception.

## Java throws example

Let's see the example of java throws clause which describes that checked exceptions can be propagated by throws keyword.

1. **import** java.io.IOException;
2. **class** Testthrows1{
3. **void** m()**throws** IOException{
4. **throw** **new** IOException("device error");//checked exception
5. }
6. **void** n()**throws** IOException{
7. m();
8. }
9. **void** p(){
10. **try**{
11. n();
12. }**catch**(Exception e){System.out.println("exception handled");}
13. }
14. **public** **static** **void** main(String args[]){
15. Testthrows1 obj=**new** Testthrows1();
16. obj.p();
17. System.out.println("normal flow...");
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows1)

Output:

exception handled

normal flow...

### Rule: If you are calling a method that declares an exception, you must either caught or declare the exception.

|  |
| --- |
| There are two cases:   1. **Case1:**You caught the exception i.e. handle the exception using try/catch. 2. **Case2:**You declare the exception i.e. specifying throws with the method. |

### **Case1: You handle the exception**

* In case you handle the exception, the code will be executed fine whether exception occurs during the program or not.

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **public** **class** Testthrows2{
8. **public** **static** **void** main(String args[]){
9. **try**{
10. M m=**new** M();
11. m.method();
12. }**catch**(Exception e){System.out.println("exception handled");}
14. System.out.println("normal flow...");
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows2)

Output:exception handled

normal flow...

### **Case2: You declare the exception**

* A)In case you declare the exception, if exception does not occur, the code will be executed fine.
* B)In case you declare the exception if exception occures, an exception will be thrown at runtime because throws does not handle the exception.

***A)Program if exception does not occur***

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. System.out.println("device operation performed");
5. }
6. }
7. **class** Testthrows3{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows3)

Output:device operation performed

normal flow...

***B)Program if exception occurs***

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **class** Testthrows4{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows4)

Output:Runtime Exception

### **Difference between throw and throws**

[Click me for details](https://www.javatpoint.com/difference-between-throw-and-throws-in-java)

### **Que) Can we rethrow an exception?**

Yes, by throwing same exception in catch block.

Difference between throw and throws in Java

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. |

Java throw example

1. **void** m(){
2. **throw** **new** ArithmeticException("sorry");
3. }

Java throws example

1. **void** m()**throws** ArithmeticException{
2. //method code
3. }

Java throw and throws example

1. **void** m()**throws** ArithmeticException{
2. **throw** **new** ArithmeticException("sorry");
3. }

Difference between final, finally and finalize

There are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

Java final example

1. **class** FinalExample{
2. **public** **static** **void** main(String[] args){
3. **final** **int** x=100;
4. x=200;//Compile Time Error
5. }}

Java finally example

1. **class** FinallyExample{
2. **public** **static** **void** main(String[] args){
3. **try**{
4. **int** x=300;
5. }**catch**(Exception e){System.out.println(e);}
6. **finally**{System.out.println("finally block is executed");}
7. }}

Java finalize example

1. **class** FinalizeExample{
2. **public** **void** finalize(){System.out.println("finalize called");}
3. **public** **static** **void** main(String[] args){
4. FinalizeExample f1=**new** FinalizeExample();
5. FinalizeExample f2=**new** FinalizeExample();
6. f1=**null**;
7. f2=**null**;
8. System.gc();
9. }}

# ExceptionHandling with MethodOverriding in Java

|  |
| --- |
| There are many rules if we talk about methodoverriding with exception handling. The Rules are as follows:   * **If the superclass method does not declare an exception**   + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception. * **If the superclass method declares an exception**   + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception. |

### **If the superclass method does not declare an exception**

#### 1) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception.

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg(){System.out.println("parent");}
4. }
6. **class** TestExceptionChild **extends** Parent{
7. **void** msg()**throws** IOException{
8. System.out.println("TestExceptionChild");
9. }
10. **public** **static** **void** main(String args[]){
11. Parent p=**new** TestExceptionChild();
12. p.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild)

Output:Compile Time Error

#### 2) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but can declare unchecked exception.

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg(){System.out.println("parent");}
4. }
6. **class** TestExceptionChild1 **extends** Parent{
7. **void** msg()**throws** ArithmeticException{
8. System.out.println("child");
9. }
10. **public** **static** **void** main(String args[]){
11. Parent p=**new** TestExceptionChild1();
12. p.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild1)

Output:child

### **If the superclass method declares an exception**

#### 1) Rule: If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

### **Example in case subclass overridden method declares parent exception**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** ArithmeticException{System.out.println("parent");}
4. }
6. **class** TestExceptionChild2 **extends** Parent{
7. **void** msg()**throws** Exception{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild2();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild2)

Output:Compile Time Error

### **Example in case subclass overridden method declares same exception**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild3 **extends** Parent{
7. **void** msg()**throws** Exception{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild3();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild3)

Output:child

### **Example in case subclass overridden method declares subclass exception**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild4 **extends** Parent{
7. **void** msg()**throws** ArithmeticException{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild4();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild4)

Output:child

### **Example in case subclass overridden method declares no exception**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild5 **extends** Parent{
7. **void** msg(){System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild5();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild5)

Output:child

Java Custom Exception

If you are creating your own Exception that is known as custom exception or user-defined exception. Java custom exceptions are used to customize the exception according to user need.

By the help of custom exception, you can have your own exception and message.

Let's see a simple example of java custom exception.

1. **class** InvalidAgeException **extends** Exception{
2. InvalidAgeException(String s){
3. **super**(s);
4. }
5. }
6. **class** TestCustomException1{
8. **static** **void** validate(**int** age)**throws** InvalidAgeException{
9. **if**(age<18)
10. **throw** **new** InvalidAgeException("not valid");
11. **else**
12. System.out.println("welcome to vote");
13. }
15. **public** **static** **void** main(String args[]){
16. **try**{
17. validate(13);
18. }**catch**(Exception m){System.out.println("Exception occured: "+m);}
20. System.out.println("rest of the code...");
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCustomException1)

Output:Exception occured: InvalidAgeException:not valid

rest of the code...

# Java Inner Classes

1. [Java Inner classes](https://www.javatpoint.com/java-inner-class)
2. [Advantage of Inner class](https://www.javatpoint.com/java-inner-class#nestedad)
3. [Difference between nested class and inner class](https://www.javatpoint.com/java-inner-class#nesteddiff)
4. [Types of Nested classes](https://www.javatpoint.com/java-inner-class#nestedtypes)

**Java inner class** or nested class is a class which is declared inside the class or interface.

We use inner classes to logically group classes and interfaces in one place so that it can be more readable and maintainable.

Additionally, it can access all the members of outer class including private data members and methods.

#### Syntax of Inner class

1. **class** Java\_Outer\_class{
2. //code
3. **class** Java\_Inner\_class{
4. //code
5. }
6. }

### **Advantage of java inner classes**

There are basically three advantages of inner classes in java. They are as follows:

1) Nested classes represent a special type of relationship that is **it can access all the members (data members and methods) of outer class** including private.

2) Nested classes are used **to develop more readable and maintainable code** because it logically group classes and interfaces in one place only.

3) **Code Optimization**: It requires less code to write.

Do You Know

* What is the internal code generated by the compiler for member inner class ?
* What are the two ways to create annonymous inner class ?
* Can we access the non-final local variable inside the local inner class ?
* How to access the static nested class ?
* Can we define an interface within the class ?
* Can we define a class within the interface ?

### **Difference between nested class and inner class in Java**

Inner class is a part of nested class. Non-static nested classes are known as inner classes.

### **Types of Nested classes**

There are two types of nested classes non-static and static nested classes.The non-static nested classes are also known as inner classes.

* Non-static nested class (inner class)
  1. Member inner class
  2. Anonymous inner class
  3. Local inner class
* Static nested class

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing interface or extending class. Its name is decided by the java compiler. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class created within method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class created within class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

Java Member inner class

A non-static class that is created inside a class but outside a method is called member inner class.

Syntax:

1. **class** Outer{
2. //code
3. **class** Inner{
4. //code
5. }
6. }

Java Member inner class example

In this example, we are creating msg() method in member inner class that is accessing the private data member of outer class.

1. **class** TestMemberOuter1{
2. **private** **int** data=30;
3. **class** Inner{
4. **void** msg(){System.out.println("data is "+data);}
5. }
6. **public** **static** **void** main(String args[]){
7. TestMemberOuter1 obj=**new** TestMemberOuter1();
8. TestMemberOuter1.Inner in=obj.**new** Inner();
9. in.msg();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMemberOuter1)

Output:

data is 30

Internal working of Java member inner class

The java compiler creates two class files in case of inner class. The class file name of inner class is "Outer$Inner". If you want to instantiate inner class, you must have to create the instance of outer class. In such case, instance of inner class is created inside the instance of outer class.

Internal code generated by the compiler

The java compiler creates a class file named Outer$Inner in this case. The Member inner class have the reference of Outer class that is why it can access all the data members of Outer class including private.

1. **import** java.io.PrintStream;
2. **class** Outer$Inner
3. {
4. **final** Outer **this**$0;
5. Outer$Inner()
6. {   **super**();
7. **this**$0 = Outer.**this**;
8. }
9. **void** msg()
10. {
11. System.out.println((**new** StringBuilder()).append("data is ")
12. .append(Outer.access$000(Outer.**this**)).toString());
13. }
14. }

# Java Anonymous inner class

A class that have no name is known as anonymous inner class in java. It should be used if you have to override method of class or interface. Java Anonymous inner class can be created by two ways:

1. Class (may be abstract or concrete).
2. Interface

### **Java anonymous inner class example using class**

1. **abstract** **class** Person{
2. **abstract** **void** eat();
3. }
4. **class** TestAnonymousInner{
5. **public** **static** **void** main(String args[]){
6. Person p=**new** Person(){
7. **void** eat(){System.out.println("nice fruits");}
8. };
9. p.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner)

Output:

nice fruits

## Internal working of given code

1. Person p=**new** Person(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
4. A class is created but its name is decided by the compiler which extends the Person class and provides the implementation of the eat() method.
5. An object of Anonymous class is created that is referred by p reference variable of Person type.

## Internal class generated by the compiler

1. **import** java.io.PrintStream;
2. **static** **class** TestAnonymousInner$1 **extends** Person
3. {
4. TestAnonymousInner$1(){}
5. **void** eat()
6. {
7. System.out.println("nice fruits");
8. }
9. }

## Java anonymous inner class example using interface

1. **interface** Eatable{
2. **void** eat();
3. }
4. **class** TestAnnonymousInner1{
5. **public** **static** **void** main(String args[]){
6. Eatable e=**new** Eatable(){
7. **public** **void** eat(){System.out.println("nice fruits");}
8. };
9. e.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner1)

Output:

nice fruits

### **Internal working of given code**

It performs two main tasks behind this code:

1. Eatable p=**new** Eatable(){
2. **void** eat(){System.out.println("nice fruits");}
3. };
4. A class is created but its name is decided by the compiler which implements the Eatable interface and provides the implementation of the eat() method.
5. An object of Anonymous class is created that is referred by p reference variable of Eatable type.

### **Internal class generated by the compiler**

1. **import** java.io.PrintStream;
2. **static** **class** TestAnonymousInner1$1 **implements** Eatable
3. {
4. TestAnonymousInner1$1(){}
5. **void** eat(){System.out.println("nice fruits");}
6. }

# Java Local inner class

A class i.e. created inside a method is called local inner class in java. If you want to invoke the methods of local inner class, you must instantiate this class inside the method.

## Java local inner class example

1. **public** **class** localInner1{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **class** Local{
5. **void** msg(){System.out.println(data);}
6. }
7. Local l=**new** Local();
8. l.msg();
9. }
10. **public** **static** **void** main(String args[]){
11. localInner1 obj=**new** localInner1();
12. obj.display();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=localInner1)

Output:

30

### **Internal class generated by the compiler**

In such case, compiler creates a class named Simple$1Local that have the reference of the outer class.

1. **import** java.io.PrintStream;
2. **class** localInner1$Local
3. {
4. **final** localInner1 **this**$0;
5. localInner1$Local()
6. {
7. **super**();
8. **this**$0 = Simple.**this**;
9. }
10. **void** msg()
11. {
12. System.out.println(localInner1.access$000(localInner1.**this**));
13. }
14. }

#### Rule: Local variable can't be private, public or protected.

## Rules for Java Local Inner class

#### 1) Local inner class cannot be invoked from outside the method.

#### 2) Local inner class cannot access non-final local variable till JDK 1.7. Since JDK 1.8, it is possible to access the non-final local variable in local inner class.

### **Example of local inner class with local variable**

1. **class** localInner2{
2. **private** **int** data=30;//instance variable
3. **void** display(){
4. **int** value=50;//local variable must be final till jdk 1.7 only
5. **class** Local{
6. **void** msg(){System.out.println(value);}
7. }
8. Local l=**new** Local();
9. l.msg();
10. }
11. **public** **static** **void** main(String args[]){
12. localInner2 obj=**new** localInner2();
13. obj.display();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=localInner2)

Output:

50

# Java static nested class

A static class i.e. created inside a class is called static nested class in java. It cannot access non-static data members and methods. It can be accessed by outer class name.

* It can access static data members of outer class including private.
* Static nested class cannot access non-static (instance) data member or method.

## Java static nested class example with instance method

1. **class** TestOuter1{
2. **static** **int** data=30;
3. **static** **class** Inner{
4. **void** msg(){System.out.println("data is "+data);}
5. }
6. **public** **static** **void** main(String args[]){
7. TestOuter1.Inner obj=**new** TestOuter1.Inner();
8. obj.msg();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOuter1)

Output:

data is 30

In this example, you need to create the instance of static nested class because it has instance method msg(). But you don't need to create the object of Outer class because nested class is static and static properties, methods or classes can be accessed without object.

### **Internal class generated by the compiler**

1. **import** java.io.PrintStream;
2. **static** **class** TestOuter1$Inner
3. {
4. TestOuter1$Inner(){}
5. **void** msg(){
6. System.out.println((**new** StringBuilder()).append("data is ")
7. .append(TestOuter1.data).toString());
8. }
9. }

## Java static nested class example with static method

If you have the static member inside static nested class, you don't need to create instance of static nested class.

1. **class** TestOuter2{
2. **static** **int** data=30;
3. **static** **class** Inner{
4. **static** **void** msg(){System.out.println("data is "+data);}
5. }
6. **public** **static** **void** main(String args[]){
7. TestOuter2.Inner.msg();//no need to create the instance of static nested class
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOuter2)

Output:

data is 30

# Java Nested Interface

An interface i.e. declared within another interface or class is known as nested interface. The nested interfaces are used to group related interfaces so that they can be easy to maintain. The nested interface must be referred by the outer interface or class. It can't be accessed directly.

### **Points to remember for nested interfaces**

There are given some points that should be remembered by the java programmer.

* Nested interface must be public if it is declared inside the interface but it can have any access modifier if declared within the class.
* Nested interfaces are declared static implicitely.

### **Syntax of nested interface which is declared within the interface**

1. **interface** interface\_name{
2. ...
3. **interface** nested\_interface\_name{
4. ...
5. }
6. }

### **Syntax of nested interface which is declared within the class**

1. **class** class\_name{
2. ...
3. **interface** nested\_interface\_name{
4. ...
5. }
6. }

### **Example of nested interface which is declared within the interface**

|  |
| --- |
| In this example, we are going to learn how to declare the nested interface and how we can access it. |

1. **interface** Showable{
2. **void** show();
3. **interface** Message{
4. **void** msg();
5. }
6. }
7. **class** TestNestedInterface1 **implements** Showable.Message{
8. **public** **void** msg(){System.out.println("Hello nested interface");}
10. **public** **static** **void** main(String args[]){
11. Showable.Message message=**new** TestNestedInterface1();//upcasting here
12. message.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestNestedInterface1)

[download the example of nested interface](https://www.javatpoint.com/src/nested/nestedinterface.zip)

Output:hello nested interface

|  |
| --- |
| As you can see in the above example, we are acessing the Message interface by its outer interface Showable because it cannot be accessed directly. It is just like almirah inside the room, we cannot access the almirah directly because we must enter the room first. In collection frameword, sun microsystem has provided a nested interface Entry. Entry is the subinterface of Map i.e. accessed by Map.Entry. |

### **Internal code generated by the java compiler for nested interface Message**

|  |
| --- |
| The java compiler internally creates public and static interface as displayed below:. |

1. **public** **static** **interface** Showable$Message
2. {
3. **public** **abstract** **void** msg();
4. }

### **Example of nested interface which is declared within the class**

|  |
| --- |
| Let's see how can we define an interface inside the class and how can we access it. |

1. **class** A{
2. **interface** Message{
3. **void** msg();
4. }
5. }
7. **class** TestNestedInterface2 **implements** A.Message{
8. **public** **void** msg(){System.out.println("Hello nested interface");}
10. **public** **static** **void** main(String args[]){
11. A.Message message=**new** TestNestedInterface2();//upcasting here
12. message.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestNestedInterface2)

Output:hello nested interface

### **Can we define a class inside the interface?**

Yes, If we define a class inside the interface, java compiler creates a static nested class. Let's see how can we define a class within the interface:

1. **interface** M{
2. **class** A{}
3. }

# Collections in Java

1. [Java Collection Framework](https://www.javatpoint.com/collections-in-java)
2. [Hierarchy of Collection Framework](https://www.javatpoint.com/collections-in-java#collectionhierarchy)
3. [Collection interface](https://www.javatpoint.com/collections-in-java#collectionmethods)
4. [Iterator interface](https://www.javatpoint.com/collections-in-java#collectioniterator)

**Collections in java** is a framework that provides an architecture to store and manipulate the group of objects.

All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.

Java Collection simply means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

#### What is Collection in java

Collection represents a single unit of objects i.e. a group.

#### What is framework in java

* provides readymade architecture.
* represents set of classes and interface.
* is optional.

#### What is Collection framework

Collection framework represents a unified architecture for storing and manipulating group of objects. It has:

1. Interfaces and its implementations i.e. classes
2. Algorithm

Do You Know ?

* What are the two ways to iterate the elements of a collection ?
* What is the difference between ArrayList and LinkedList classes in collection framework?
* What is the difference between ArrayList and Vector classes in collection framework?
* What is the difference between HashSet and HashMap classes in collection framework?
* What is the difference between HashMap and Hashtable class?
* What is the difference between Iterator and Enumeration interface in collection framework?
* How can we sort the elements of an object. What is the difference between Comparable and Comparator interfaces?
* What does the hashcode() method ?
* What is the difference between java collection and java collections ?

### **Hierarchy of Collection Framework**

Let us see the hierarchy of collection framework.The **java.util** package contains all the classes and interfaces for Collection framework.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(Object element) | is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection c) | is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | is used to delete an element from this collection. |
| 4 | public boolean removeAll(Collection c) | is used to delete all the elements of specified collection from the invoking collection. |
| 5 | public boolean retainAll(Collection c) | is used to delete all the elements of invoking collection except the specified collection. |
| 6 | public int size() | return the total number of elements in the collection. |
| 7 | public void clear() | removes the total no of element from the collection. |
| 8 | public boolean contains(Object element) | is used to search an element. |
| 9 | public boolean containsAll(Collection c) | is used to search the specified collection in this collection. |
| 10 | public Iterator iterator() | returns an iterator. |
| 11 | public Object[] toArray() | converts collection into array. |
| 12 | public boolean isEmpty() | checks if collection is empty. |
| 13 | public boolean equals(Object element) | matches two collection. |
| 14 | public int hashCode() | returns the hashcode number for collection. |
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### **Methods of Collection interface**

There are many methods declared in the Collection interface. They are as follows:

### **Iterator interface**

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in forward direction only. |

#### Methods of Iterator interface

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if iterator has more elements. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is rarely used. |

What we are going to learn in Java Collections Framework

| **Interface** | **Hash Table** | **Resizable Array** | **Balanced Tree** | **Linked List** | **Hash Table + Linked List** |
| --- | --- | --- | --- | --- | --- |
| Set | [HashSet](https://docs.oracle.com/javase/8/docs/api/java/util/HashSet.html) |  | [TreeSet](https://docs.oracle.com/javase/8/docs/api/java/util/TreeSet.html) |  | [LinkedHashSet](https://docs.oracle.com/javase/8/docs/api/java/util/LinkedHashSet.html) |
| List |  | [ArrayList](https://docs.oracle.com/javase/8/docs/api/java/util/ArrayList.html) |  | [LinkedList](https://docs.oracle.com/javase/8/docs/api/java/util/LinkedList.html) |  |
| Deque |  | [ArrayDeque](https://docs.oracle.com/javase/8/docs/api/java/util/ArrayDeque.html) |  | [LinkedList](https://docs.oracle.com/javase/8/docs/api/java/util/LinkedList.html) |  |
| Map | [HashMap](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html) |  | [TreeMap](https://docs.oracle.com/javase/8/docs/api/java/util/TreeMap.html) |  | [LinkedHashMap](https://docs.oracle.com/javase/8/docs/api/java/util/LinkedHashMap.html) |

1. [ArrayList class](https://www.javatpoint.com/java-arraylist)
2. [LinkedList class](https://www.javatpoint.com/java-linkedlist)
3. [List interface](https://www.javatpoint.com/java-list)
4. [HashSet class](https://www.javatpoint.com/java-hashset)
5. [LinkedHashSet class](https://www.javatpoint.com/java-linkedhashset)
6. [TreeSet class](https://www.javatpoint.com/java-treeset)
7. [PriorityQueue class](https://www.javatpoint.com/java-priorityqueue)
8. [Map interface](https://www.javatpoint.com/java-map)
9. [HashMap class](https://www.javatpoint.com/java-hashmap)
10. [LinkedHashMap class](https://www.javatpoint.com/java-linkedhashmap)
11. [TreeMap class](https://www.javatpoint.com/TreeMap-class-in-collection-framework)
12. [Hashtable class](https://www.javatpoint.com/Hashtable-class-in-collection-framework)
13. [Sorting](https://www.javatpoint.com/Sorting-in-collection-framework)
14. [Comparable interface](https://www.javatpoint.com/Comparable-interface-in-collection-framework)
15. [Comparator interface](https://www.javatpoint.com/Comparator-interface-in-collection-framework)
16. [Properties class in Java](https://www.javatpoint.com/properties-class-in-java)

# Java ArrayList class
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Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to be occurred if any element is removed from the array list.

### **Hierarchy of ArrayList class**

As shown in above diagram, Java ArrayList class extends AbstractList class which implements List interface. The List interface extends Collection and Iterable interfaces in hierarchical order.

### **ArrayList class declaration**

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### **Constructors of Java ArrayList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### **Methods of Java ArrayList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| void clear() | It is used to remove all of the elements from this list. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the correct order. |
| Object[] toArray(Object[] a) | It is used to return an array containing all of the elements in this list in the correct order. |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean addAll(int index, Collection c) | It is used to insert all of the elements in the specified collection into this list, starting at the specified position. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the list's current size. |

### **Java Non-generic Vs Generic Collection**

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in collection. Now it is type safe so typecasting is not required at run time.

Let's see the old non-generic example of creating java collection.

1. ArrayList al=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> al=**new** ArrayList<String>();//creating new generic arraylist

In generic collection, we specify the type in angular braces. Now ArrayList is forced to have only specified type of objects in it. If you try to add another type of object, it gives *compile time error*.

For more information of java generics, click here [Java Generics Tutorial](https://www.javatpoint.com/generics-in-java).

### **Java ArrayList Example**

1. **import** java.util.\*;
2. **class** TestCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection1)

Ravi

Vijay

Ravi

Ajay

### **Two ways to iterate the elements of collection in java**

There are two ways to traverse collection elements:

1. By Iterator interface.
2. By for-each loop.

In the above example, we have seen traversing ArrayList by Iterator. Let's see the example to traverse ArrayList elements using for-each loop.

### **Iterating Collection through for-each loop**

1. **import** java.util.\*;
2. **class** TestCollection2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. **for**(String obj:al)
10. System.out.println(obj);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection2)

Ravi

Vijay

Ravi

Ajay

### **User-defined class objects in Java ArrayList**

Let's see an example where we are storing Student class object in array list.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }
11. **import** java.util.\*;
12. **public** **class** TestCollection3{
13. **public** **static** **void** main(String args[]){
14. //Creating user-defined class objects
15. Student s1=**new** Student(101,"Sonoo",23);
16. Student s2=**new** Student(102,"Ravi",21);
17. Student s2=**new** Student(103,"Hanumat",25);
18. //creating arraylist
19. ArrayList<Student> al=**new** ArrayList<Student>();
20. al.add(s1);//adding Student class object
21. al.add(s2);
22. al.add(s3);
23. //Getting Iterator
24. Iterator itr=al.iterator();
25. //traversing elements of ArrayList object
26. **while**(itr.hasNext()){
27. Student st=(Student)itr.next();
28. System.out.println(st.rollno+" "+st.name+" "+st.age);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection3)

101 Sonoo 23

102 Ravi 21

103 Hanumat 25

### **Example of addAll(Collection c) method**

1. **import** java.util.\*;
2. **class** TestCollection4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Sonoo");
10. al2.add("Hanumat");
11. al.addAll(al2);//adding second list in first list
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection4)

Ravi

Vijay

Ajay

Sonoo

Hanumat

### **Example of removeAll() method**

1. **import** java.util.\*;
2. **class** TestCollection5{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.removeAll(al2);
12. System.out.println("iterating the elements after removing the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection5)

iterating the elements after removing the elements of al2...

Vijay

Ajay

### **Example of retainAll() method**

1. **import** java.util.\*;
2. **class** TestCollection6{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.retainAll(al2);
12. System.out.println("iterating the elements after retaining the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection6)

iterating the elements after retaining the elements of al2...

Ravi

### **Java ArrayList Example: Book**

Let's see an ArrayList example where we are adding books to list and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection101)

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java LinkedList class
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Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.
* Java LinkedList class can be used as list, stack or queue.

### **Hierarchy of LinkedList class**

As shown in above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

### **Doubly Linked List**

In case of doubly linked list, we can add or remove elements from both side.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

### **LinkedList class declaration**

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

### **Constructors of Java LinkedList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection c) | It is used to construct a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

### **Methods of Java LinkedList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| void addFirst(Object o) | It is used to insert the given element at the beginning of a list. |
| void addLast(Object o) | It is used to append the given element to the end of a list. |
| int size() | It is used to return the number of elements in a list |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean contains(Object o) | It is used to return true if the list contains a specified element. |
| boolean remove(Object o) | It is used to remove the first occurence of the specified element in a list. |
| Object getFirst() | It is used to return the first element in a list. |
| Object getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |

### **Java LinkedList Example**

1. **import** java.util.\*;
2. **public** **class** TestCollection7{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection7)

Output:Ravi

Vijay

Ravi

Ajay

### **Java LinkedList Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Difference between ArrayList and LinkedList

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

### **Example of ArrayList and LinkedList in Java**

Let's see a simple example where we are using ArrayList and LinkedList both.

1. **import** java.util.\*;
2. **class** TestArrayLinked{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Ravi");//adding object in arraylist
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. List<String> al2=**new** LinkedList<String>();//creating linkedlist
12. al2.add("James");//adding object in linkedlist
13. al2.add("Serena");
14. al2.add("Swati");
15. al2.add("Junaid");
17. System.out.println("arraylist: "+al);
18. System.out.println("linkedlist: "+al2);
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayLinked)

Output:

arraylist: [Ravi,Vijay,Ravi,Ajay]

linkedlist: [James,Serena,Swati,Junaid]

# Java List Interface

List Interface is the subinterface of Collection.It contains methods to insert and delete elements in index basis.It is a factory of ListIterator interface.

### **List Interface declaration**

1. **public** **interface** List<E> **extends** Collection<E>

### **Methods of Java List Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index,Object element) | It is used to insert element into the invoking list at the index passed in the index. |
| boolean addAll(int index,Collection c) | It is used to insert all elements of c into the invoking list at the index passed in the index. |
| object get(int index) | It is used to return the object stored at the specified index within the invoking collection. |
| object set(int index,Object element) | It is used to assign element to the location specified by index within the invoking list. |
| object remove(int index) | It is used to remove the element at position index from the invoking list and return the deleted element. |
| ListIterator listIterator() | It is used to return an iterator to the start of the invoking list. |
| ListIterator listIterator(int index) | It is used to return an iterator to the invoking list that begins at the specified index. |

### **Java List Example**

1. **import** java.util.\*;
2. **public** **class** ListExample{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("Element at 2nd position: "+al.get(2));
10. **for**(String s:al){
11. System.out.println(s);
12. }
13. }
14. }

Output:

Element at 2nd position: Vijay

Amit

Sachin

Vijay

Kumar

## Java ListIterator Interface

ListIterator Interface is used to traverse the element in backward and forward direction.

### **ListIterator Interface declaration**

1. **public** **interface** ListIterator<E> **extends** Iterator<E>

### **Methods of Java ListIterator Interface:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean hasNext() | This method return true if the list iterator has more elements when traversing the list in the forward direction. |
| Object next() | This method return the next element in the list and advances the cursor position. |
| boolean hasPrevious() | This method return true if this list iterator has more elements when traversing the list in the reverse direction. |
| Object previous() | This method return the previous element in the list and moves the cursor position backwards. |

### **Example of ListIterator Interface**

1. **import** java.util.\*;
2. **public** **class** TestCollection8{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("element at 2nd position: "+al.get(2));
10. ListIterator<String> itr=al.listIterator();
11. System.out.println("traversing elements in forward direction...");
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. System.out.println("traversing elements in backward direction...");
16. **while**(itr.hasPrevious()){
17. System.out.println(itr.previous());
18. }
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection8)

Output:

element at 2nd position: Vijay

traversing elements in forward direction...

Amit

Sachin

Vijay

Kumar

traversing elements in backward direction...

Kumar

Vijay

Sachin

Amit

### **Example of ListIterator Interface: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java HashSet class
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Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.

## Difference between List and Set

List can contain duplicate elements whereas Set contains unique elements only.

### **Hierarchy of HashSet class**

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### **HashSet class declaration**

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

### **Constructors of Java HashSet class:**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet. |

### **Methods of Java HashSet class:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the elements from this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean add(Object o) | It is used to adds the specified element to this set if it is not already present. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| Object clone() | It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| Iterator iterator() | It is used to return an iterator over the elements in this set. |
| int size() | It is used to return the number of elements in this set. |

### **Java HashSet Example**

1. **import** java.util.\*;
2. **class** TestCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection9)

Ajay

Vijay

Ravi

### **Java HashSet Example: Book**

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java LinkedHashSet class
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Java LinkedHashSet class is a Hash table and Linked list implementation of the set interface. It inherits HashSet class and implements Set interface.

The important points about Java LinkedHashSet class are:

* Contains unique elements only like HashSet.
* Provides all optional set operations, and permits null elements.
* Maintains insertion order.

## Hierarchy of LinkedHashSet class

The LinkedHashSet class extends HashSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### **LinkedHashSet class declaration**

Let's see the declaration for java.util.LinkedHashSet class.

1. **public** **class** LinkedHashSet<E> **extends** HashSet<E> **implements** Set<E>, Cloneable, Serializable

### **Constructors of Java LinkedHashSet class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used initialize the capacity of the linkedhashset to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the hash set from its argument. |

### **Example of LinkedHashSet class:**

1. **import** java.util.\*;
2. **class** TestCollection10{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> al=**new** LinkedHashSet<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection10)

Ravi

Vijay

Ajay

### **Java LinkedHashSet Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedHashSetExample {
15. **public** **static** **void** main(String[] args) {
16. LinkedHashSet<Book> hs=**new** LinkedHashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to hash table
22. hs.add(b1);
23. hs.add(b2);
24. hs.add(b3);
25. //Traversing hash table
26. **for**(Book b:hs){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java TreeSet class
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Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements NavigableSet interface. The objects of TreeSet class are stored in ascending order.

The important points about Java TreeSet class are:

* Contains unique elements only like HashSet.
* Access and retrieval times are quiet fast.
* Maintains ascending order.

### **Hierarchy of TreeSet class**

As shown in above diagram, Java TreeSet class implements NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

### **TreeSet class declaration**

Let's see the declaration for java.util.TreeSet class.

1. **public** **class** TreeSet<E> **extends** AbstractSet<E> **implements** NavigableSet<E>, Cloneable, Serializable

### **Constructors of Java TreeSet class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in an ascending order according to the natural order of the tree set. |
| TreeSet(Collection c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator comp) | It is used to construct an empty tree set that will be sorted according to given comparator. |
| TreeSet(SortedSet ss) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

### **Methods of Java TreeSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean addAll(Collection c) | It is used to add all of the elements in the specified collection to this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void add(Object o) | It is used to add the specified element to this set if it is not already present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It is used to return a shallow copy of this TreeSet instance. |
| Object first() | It is used to return the first (lowest) element currently in this sorted set. |
| Object last() | It is used to return the last (highest) element currently in this sorted set. |
| int size() | It is used to return the number of elements in this set. |

### **Java TreeSet Example**

1. **import** java.util.\*;
2. **class** TestCollection11{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> al=**new** TreeSet<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection11)

Output:

Ajay

Ravi

Vijay

### **Java TreeSet Example: Book**

Let's see a TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** TreeSetExample {
24. **public** **static** **void** main(String[] args) {
25. Set<Book> set=**new** TreeSet<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to TreeSet
31. set.add(b1);
32. set.add(b2);
33. set.add(b3);
34. //Traversing TreeSet
35. **for**(Book b:set){
36. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
37. }
38. }
39. }

Output:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Queue Interface

Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

### **Queue Interface declaration**

1. **public** **interface** Queue<E> **extends** Collection<E>

### **Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

## PriorityQueue class

The PriorityQueue class provides the facility of using queue. But it does not orders the elements in FIFO manner. It inherits AbstractQueue class.

### **PriorityQueue class declaration**

Let's see the declaration for java.util.PriorityQueue class.

1. **public** **class** PriorityQueue<E> **extends** AbstractQueue<E> **implements** Serializable

### **Java PriorityQueue Example**

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

Output:head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

### **Java PriorityQueue Example: Book**

Let's see a PriorityQueue example where we are adding books to queue and printing all the books. The elements in PriorityQueue must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in PriorityQueue, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** LinkedListExample {
24. **public** **static** **void** main(String[] args) {
25. Queue<Book> queue=**new** PriorityQueue<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to the queue
31. queue.add(b1);
32. queue.add(b2);
33. queue.add(b3);
34. System.out.println("Traversing the queue elements:");
35. //Traversing queue elements
36. **for**(Book b:queue){
37. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
38. }
39. queue.remove();
40. System.out.println("After removing one book record:");
41. **for**(Book b:queue){
42. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
43. }
44. }
45. }

Output:

Traversing the queue elements:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

233 Operating System Galvin Wiley 6

121 Let us C Yashwant Kanetkar BPB 8

After removing one book record:

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Deque Interface

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

## Deque Interface declaration

1. **public** **interface** Deque<E> **extends** Queue<E>

### **Methods of Java Deque Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |
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## ArrayDeque class

The ArrayDeque class provides the facility of using deque and resizable-array. It inherits AbstractCollection class and implements the Deque interface.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

### **ArrayDeque Hierarchy**

The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

### **ArrayDeque class declaration**

Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

## Java ArrayDeque Example

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## Java ArrayDeque Example: offerFirst() and pollLast()

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

Output:

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

## Java ArrayDeque Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayDequeExample {
15. **public** **static** **void** main(String[] args) {
16. Deque<Book> set=**new** ArrayDeque<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to Deque
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing ArrayDeque
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Map Interface

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

### **Useful methods of Map interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object put(Object key, Object value) | It is used to insert an entry in this map. |
| void putAll(Map map) | It is used to insert the specified map in this map. |
| Object remove(Object key) | It is used to delete an entry for the specified key. |
| Object get(Object key) | It is used to return the value for the specified key. |
| boolean containsKey(Object key) | It is used to search the specified key from this map. |
| Set keySet() | It is used to return the Set view containing all the keys. |
| Set entrySet() | It is used to return the Set view containing all the keys and values. |

## Map.Entry Interface

Entry is the sub interface of Map. So we will be accessed it by Map.Entry name. It provides methods to get key and value.

### **Methods of Map.Entry interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object getKey() | It is used to obtain key. |
| Object getValue() | It is used to obtain value. |

### **Java Map Example: Generic (New Style)**

1. **import** java.util.\*;
2. **class** MapInterfaceExample{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. **for**(Map.Entry m:map.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

Output:

102 Rahul

100 Amit

101 Vijay

### **Java Map Example: Non-Generic (Old Style)**

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

Output:

1 Amit

2 Jai

5 Rahul

6 Amit

# Java HashMap class

![Java HashMap class hierarchy](data:image/png;base64,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)

Java HashMap class implements the map interface by using a hashtable. It inherits AbstractMap class and implements Map interface.

The important points about Java HashMap class are:

* A HashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

### **Hierarchy of HashMap class**

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### **HashMap class declaration**

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **HashMap class Parameters**

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java HashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map m) | It is used to initializes the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and fill ratio of the hash map by using its arguments. |

### **Methods of Java HashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| Object put(Object key, Object value) | It is used to associate the specified value with the specified key in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### **Java HashMap Example**

1. **import** java.util.\*;
2. **class** TestCollection13{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. **for**(Map.Entry m:hm.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection13)

Output:102 Rahul

100 Amit

101 Vijay

### **Java HashMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** HashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash map
5. HashMap<Integer, String> map = **new** HashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {102=Operating System, 103=Data Communication and Networking, 101=Let us C}

Values after remove: {103=Data Communication and Networking, 101=Let us C}

### **Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains entry(key and value).

### **Java HashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java LinkedHashMap class
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Java LinkedHashMap class is Hash table and Linked list implementation of the Map interface, with predictable iteration order. It inherits HashMap class and implements the Map interface.

The important points about Java LinkedHashMap class are:

* A LinkedHashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is same as HashMap instead maintains insertion order.

### **LinkedHashMap class declaration**

Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

### **LinkedHashMap class Parameters**

Let's see the Parameters for java.util.LinkedHashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and the fillRatio. |
| LinkedHashMap(Map m) | It is used to initialize the LinkedHashMap with the elements from the given Map class m. |

### **Methods of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map maps one or more keys to the specified value. |

### **Java LinkedHashMap Example**

1. **import** java.util.\*;
2. **class** TestCollection14{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection14)

Output:100 Amit

101 Vijay

102 Rahul

### **Java LinkedHashMap Example:remove()**

1. **import** java.util.\*;
2. **public** **class** LinkedHashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate linked hash map
5. Map<Integer, String> map = **new** LinkedHashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Let us C, 102=Operating System, 103=Data Communication and Networking}

Values after remove: {101=Let us C, 103=Data Communication and Networking}

### **Java LinkedHashMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** LinkedHashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

3 Details:

103 Operating System Galvin Wiley 6

# Java TreeMap class
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Java TreeMap class implements the Map interface by using a tree. It provides an efficient means of storing key/value pairs in sorted order.

The important points about Java TreeMap class are:

* A TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* It is same as HashMap instead maintains ascending order.

### **TreeMap class declaration**

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

### **TreeMap class Parameters**

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java TreeMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural order of its key. |
| TreeMap(Comparator comp) | It is used to construct an empty tree-based map that will be sorted using the comparator comp. |
| TreeMap(Map m) | It is used to initialize a tree map with the entries from **m**, which will be sorted using the natural order of the keys. |
| TreeMap(SortedMap sm) | It is used to initialize a tree map with the entries from the SortedMap **sm**, which will be sorted in the same order as **sm.** |

### **Methods of Java TreeMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| Object firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| Object lastKey() | It is used to return the last (highest) key currently in this sorted map. |
| Object remove(Object key) | It is used to remove the mapping for this key from this TreeMap if present. |
| void putAll(Map map) | It is used to copy all of the mappings from the specified map to this map. |
| Set entrySet() | It is used to return a set view of the mappings contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### **Java TreeMap Example:**

1. **import** java.util.\*;
2. **class** TestCollection15{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> hm=**new** TreeMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(102,"Ravi");
7. hm.put(101,"Vijay");
8. hm.put(103,"Rahul");
9. **for**(Map.Entry m:hm.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection15)

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

### **Java TreeMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** TreeMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate tree map
5. Map<Integer, String> map = **new** TreeMap<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Data Communication and Networking, 102=Let us C, 103=Operating System}

Values after remove: {101=Data Communication and Networking, 103=Operating System}

### **What is difference between HashMap and TreeMap?**

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap can not contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

### **Java TreeMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java Hashtable class

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

The important points about Java Hashtable class are:

* A Hashtable is an array of list. Each list is known as a bucket. The position of bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* It contains only unique elements.
* It may have not have any null key or value.
* It is synchronized.

### **Hashtable class declaration**

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **Hashtable class Parameters**

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java Hashtable class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It is the default constructor of hash table it instantiates the Hashtable class. |
| Hashtable(int size) | It is used to accept an integer parameter and creates a hash table that has an initial size specified by integer value size. |
| Hashtable(int size, float fillRatio) | It is used to create a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. |

### **Methods of Java Hashtable class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| boolean contains(Object value) | This method return true if some value equal to the value exist within the hash table, else return false. |
| boolean containsValue(Object value) | This method return true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| boolean isEmpty() | This method return true if the hash table is empty; returns false if it contains at least one key. |
| void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| Object get(Object key) | This method return the object that contains the value associated with the key. |
| Object remove(Object key) | It is used to remove the key and its value. This method return the value associated with the key. |
| int size() | This method return the number of entries in the hash table. |

### **Java Hashtable Example**

1. **import** java.util.\*;
2. **class** TestCollection16{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection16)

Output:

103 Rahul

102 Ravi

101 Vijay

100 Amit

### **Java Hashtable Example: remove()**

1. **import** java.util.\*;
2. **public** **class** HashtableExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash table
5. Hashtable<Integer, String> map = **new** Hashtable<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {103=Operating System, 102=Let us C, 101=Data Communication and Networking}

Values after remove: {103=Operating System, 101=Data Communication and Networking}

### **Java Hashtable Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashtableExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** Hashtable<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
26. //Traversing map
27. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
28. **int** key=entry.getKey();
29. Book b=entry.getValue();
30. System.out.println(key+" Details:");
31. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
32. }
33. }
34. }

Output:

3 Details:

103 Operating System Galvin Wiley 6

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

# Difference between HashMap and Hashtable

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

# Java EnumSet class

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

### **EnumSet class hierarchy**

The hierarchy of EnumSet class is given in the figure given below.
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## EnumSet class declaration

Let's see the declaration for java.util.EnumSet class.

1. **public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable, Serializable

### **Methods of Java EnumSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <E extends Enum<E>> EnumSet<E> allOf(Class<E> elementType) | It is used to create an enum set containing all of the elements in the specified element type. |
| static <E extends Enum<E>> EnumSet<E> copyOf(Collection<E> c) | It is used to create an enum set initialized from the specified collection. |
| static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) | It is used to create an empty enum set with the specified element type. |
| static <E extends Enum<E>> EnumSet<E> of(E e) | It is used to create an enum set initially containing the specified element. |
| static <E extends Enum<E>> EnumSet<E> range(E from, E to) | It is used to create an enum set initially containing the specified elements. |
| EnumSet<E> clone() | It is used to return a copy of this set. |

## Java EnumSet Example

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);
8. // Traversing elements
9. Iterator<days> iter = set.iterator();
10. **while** (iter.hasNext())
11. System.out.println(iter.next());
12. }
13. }

Output:

TUESDAY

WEDNESDAY

## Java EnumSet Example: allOf() and noneOf()

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set1 = EnumSet.allOf(days.**class**);
8. System.out.println("Week Days:"+set1);
9. Set<days> set2 = EnumSet.noneOf(days.**class**);
10. System.out.println("Week Days:"+set2);
11. }
12. }

Output:

Week Days:[SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY]

Week Days:[]

# Java EnumMap class

Java EnumMap class is the specialized Map implementation for enum keys. It inherits Enum and AbstractMap classes.

### **EnumMap class hierarchy**

The hierarchy of EnumMap class is given in the figure given below.

![EnumMap class hierarchy](data:image/png;base64,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)

## EnumMap class declaration

Let's see the declaration for java.util.EnumMap class.

1. **public** **class** EnumMap<K **extends** Enum<K>,V> **extends** AbstractMap<K,V> **implements** Serializable, Cloneable

## EnumMap class Parameters

Let's see the Parameters for java.util.EnumMap class.

* **K:** It is the type of keys maintained by this map.
* **V:** It is the type of mapped values.

### **Constructors of Java EnumMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| EnumMap(Class<K> keyType) | It is used to create an empty enum map with the specified key type. |
| EnumMap(EnumMap<K,? extends V> m) | It is used to create an enum map with the same key type as the specified enum map. |
| EnumMap(Map<K,? extends V> m) | It is used to create an enum map initialized from the specified map. |

### **Methods of Java EnumMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | This method return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | This method return true if this map maps one or more keys to the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with this map for equality. |
| V get(Object key) | This method returns the value to which the specified key is mapped. |
| V put(K key, V value) | It is used to associate the specified value with the specified key in this map. |
| V remove(Object key) | It is used to remove the mapping for this key. |
| Collection<V> values() | It is used to return a Collection view of the values contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |

## Java EnumMap Example

1. **import** java.util.\*;
2. **public** **class** EnumMapExample {
3. // create an enum
4. **public** **enum** Days {
5. Monday, Tuesday, Wednesday, Thursday
6. };
7. **public** **static** **void** main(String[] args) {
8. //create and populate enum map
9. EnumMap<Days, String> map = **new** EnumMap<Days, String>(Days.**class**);
10. map.put(Days.Monday, "1");
11. map.put(Days.Tuesday, "2");
12. map.put(Days.Wednesday, "3");
13. map.put(Days.Thursday, "4");
14. // print the map
15. **for**(Map.Entry m:map.entrySet()){
16. System.out.println(m.getKey()+" "+m.getValue());
17. }
18. }
19. }

Output:

Monday 1

Tuesday 2

Wednesday 3

Thursday 4

## Java EnumMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** EnumMapExample {
15. // Creating enum
16. **public** **enum** Key{
17. One, Two, Three
18. };
19. **public** **static** **void** main(String[] args) {
20. EnumMap<Key, Book> map = **new** EnumMap<Key, Book>(Key.**class**);
21. // Creating Books
22. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
23. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
24. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
25. // Adding Books to Map
26. map.put(Key.One, b1);
27. map.put(Key.Two, b2);
28. map.put(Key.Three, b3);
29. // Traversing EnumMap
30. **for**(Map.Entry<Key, Book> entry:map.entrySet()){
31. Book b=entry.getValue();
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Collections class

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.

## Collections class declaration

Let's see the declaration for Java.util.Collections class.

1. **public** **class** Collections **extends** Object

### **Methods of Java Collections class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <T> boolean addAll(Collection<? super T> c, T... elements) | It is used to add all of the specified elements to the specified collection. |
| static <T> Queue<T> asLifoQueue(Deque<T> deque) | It is used to return a view of a Deque as a Last-In-First-Out (LIFO) Queue. |
| static <T> int binarySearch(List<? extends T> list, T key, Comparator<? super T< c) | It is used to search the specified list for the specified object using the binary search algorithm. |
| static <E> List<E> checkedList(List<E> list, Class<E> type) | It is used to return a dynamically typesafe view of the specified list. |
| static <E> Set<E> checkedSet(Set<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified set. |
| static <E> SortedSet<E>checkedSortedSet(SortedSet<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified sorted set |
| static void reverse(List<?> list) | It is used to reverse the order of the elements in the specified list. |
| static <T> T max(Collection<? extends T> coll, Comparator<? super T> comp) | It is used to return the maximum element of the given collection, according to the order induced by the specified comparator. |
| static <T extends Object & Comparable<? super T>>T min(Collection<? extends T> coll) | It is used to return the minimum element of the given collection, according to the natural ordering of its elements. |
| static boolean replaceAll(List list, T oldVal, T newVal) | It is used to replace all occurrences of one specified value in a list with another. |

## Java Collections Example

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<String> list = **new** ArrayList<String>();
5. list.add("C");
6. list.add("Core Java");
7. list.add("Advance Java");
8. System.out.println("Initial collection value:"+list);
9. Collections.addAll(list, "Servlet","JSP");
10. System.out.println("After adding elements collection value:"+list);
11. String[] strArr = {"C#", ".Net"};
12. Collections.addAll(list, strArr);
13. System.out.println("After adding array collection value:"+list);
14. }
15. }

Output:

Initial collection value:[C, Core Java, Advance Java]

After adding elements collection value:[C, Core Java, Advance Java, Servlet, JSP]

After adding array collection value:[C, Core Java, Advance Java, Servlet, JSP, C#, .Net]

## Java Collections Example: max()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of maximum element from the collection: "+Collections.max(list));
12. }
13. }

Output:

Value of maximum element from the collection: 67

## Java Collections Example: min()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of minimum element from the collection: "+Collections.min(list));
12. }
13. }

Output:

Value of minimum element from the collection: 8

# Sorting in Collection

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of collection.If collection elements are of Set type, we can use TreeSet.But We cannot sort the elements of List.Collections class provides methods for sorting the elements of List type elements. |

### **Method of Collections class for sorting List elements**

|  |
| --- |
| **public void sort(List list):** is used to sort the elements of List.List elements must be of Comparable type. |

#### Note: String class and Wrapper classes implements the Comparable interface.So if you store the objects of string or wrapper classes, it will be Comparable.

### **Example of Sorting the elements of List that contains string objects**

1. **import** java.util.\*;
2. **class** TestSort1{
3. **public** **static** **void** main(String args[]){
5. ArrayList<String> al=**new** ArrayList<String>();
6. al.add("Viru");
7. al.add("Saurav");
8. al.add("Mukesh");
9. al.add("Tahir");
11. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort1)

Output:Mukesh

Saurav

Tahir

Viru

### **Example of Sorting the elements of List that contains Wrapper class objects**

1. **import** java.util.\*;
2. **class** TestSort2{
3. **public** **static** **void** main(String args[]){
5. ArrayList al=**new** ArrayList();
6. al.add(Integer.valueOf(201));
7. al.add(Integer.valueOf(101));
8. al.add(230);//internally will be converted into objects as Integer.valueOf(230)
10. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort2)

Output:101

201

230

# Java Comparable interface

Java Comparable interface is used to order the objects of user-defined class.This interface is found in java.lang package and contains only one method named compareTo(Object). It provide single sorting sequence only i.e. you can sort the elements on based on single data member only. For example it may be rollno, name, age or anything else.

### **compareTo(Object obj) method**

**public int compareTo(Object obj):** is used to compare the current object with the specified object.

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

### **Collections class**

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But We cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

### **Method of Collections class for sorting List elements**

**public void sort(List list):** is used to sort the elements of List. List elements must be of Comparable type.

#### Note: String class and Wrapper classes implements Comparable interface by default. So if you store the objects of string or wrapper classes in list, set or map, it will be Comparable by default.

## Java Comparable Example

Let's see the example of Comparable interface that sorts the list elements on the basis of age.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age>st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort3.java*

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** TestSort3{
4. **public** **static** **void** main(String args[]){
5. ArrayList<Student> al=**new** ArrayList<Student>();
6. al.add(**new** Student(101,"Vijay",23));
7. al.add(**new** Student(106,"Ajay",27));
8. al.add(**new** Student(105,"Jai",21));
10. Collections.sort(al);
11. **for**(Student st:al){
12. System.out.println(st.rollno+" "+st.name+" "+st.age);
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort3)

Output:105 Jai 21

101 Vijay 23

106 Ajay 27

Java Comparator interface

**Java Comparator interface** is used to order the objects of user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequence i.e. you can sort the elements on the basis of any data member, for example rollno, name, age or anything else.

compare() method

**public int compare(Object obj1,Object obj2):** compares the first object with second object.

Collections class

**Collections** class provides static methods for sorting the elements of collection. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements also.

Method of Collections class for sorting List elements

**public void sort(List list, Comparator c):** is used to sort the elements of List by the given Comparator.

Java Comparator Example (Non-generic Old Style)

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If age of first object is greater than the second, we are returning positive value, it can be any one such as 1, 2 , 10 etc. If age of first object is less than the second object, we are returning negative value, it can be any negative value and if age of both objects are equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name...");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("sorting by age...");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

Java Comparator Example (Generic)

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **class** Simple{
4. **public** **static** **void** main(String args[]){
6. ArrayList<Student> al=**new** ArrayList<Student>();
7. al.add(**new** Student(101,"Vijay",23));
8. al.add(**new** Student(106,"Ajay",27));
9. al.add(**new** Student(105,"Jai",21));
11. System.out.println("Sorting by Name...");
13. Collections.sort(al,**new** NameComparator());
14. **for**(Student st: al){
15. System.out.println(st.rollno+" "+st.name+" "+st.age);
16. }
18. System.out.println("sorting by age...");
20. Collections.sort(al,**new** AgeComparator());
21. **for**(Student st: al){
22. System.out.println(st.rollno+" "+st.name+" "+st.age);
23. }
25. }
26. }

Output:Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

# Properties class in Java

The **properties** object contains key and value pair both as a string. The java.util.Properties class is the subclass of Hashtable.

It can be used to get property value based on the property key. The Properties class provides methods to get data from properties file and store data into properties file. Moreover, it can be used to get properties of system.

### **Advantage of properties file**

**Recompilation is not required, if information is changed from properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

#### Methods of Properties class

The commonly used methods of Properties class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void load(Reader r) | loads data from the Reader object. |
| public void load(InputStream is) | loads data from the InputStream object |
| public String getProperty(String key) | returns value based on the key. |
| public void setProperty(String key,String value) | sets the property in the properties object. |
| public void store(Writer w, String comment) | writers the properties in the writer object. |
| public void store(OutputStream os, String comment) | writes the properties in the OutputStream object. |
| storeToXML(OutputStream os, String comment) | writers the properties in the writer object for generating xml document. |
| public void storeToXML(Writer w, String comment, String encoding) | writers the properties in the writer object for generating xml document with specified encoding. |

### **Example of Properties class to get information from properties file**

To get information from the properties file, create the properties file first.

**db.properties**

1. user=system
2. password=oracle

Now, lets create the java class to read the data from the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
5. FileReader reader=**new** FileReader("db.properties");
7. Properties p=**new** Properties();
8. p.load(reader);
10. System.out.println(p.getProperty("user"));
11. System.out.println(p.getProperty("password"));
12. }
13. }

Output:system

oracle

Now if you change the value of the properties file, you don't need to compile the java class again. That means no maintenance problem.

### **Example of Properties class to get all the system properties**

By System.getProperties() method we can get all the properties of system. Let's create the class that gets information from the system properties.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=System.getProperties();
7. Set set=p.entrySet();
9. Iterator itr=set.iterator();
10. **while**(itr.hasNext()){
11. Map.Entry entry=(Map.Entry)itr.next();
12. System.out.println(entry.getKey()+" = "+entry.getValue());
13. }
15. }
16. }

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

### **Example of Properties class to create properties file**

Now lets write the code to create the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=**new** Properties();
7. p.setProperty("name","Sonoo Jaiswal");
8. p.setProperty("email","sonoojaiswal@javatpoint.com");
10. p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");
12. }
13. }

Let's see the generated properties file.

**info.properties**

1. #Javatpoint Properties Example
2. #Thu Oct 03 22:35:53 IST 2013
3. email=sonoojaiswal@javatpoint.com
4. name=Sonoo Jaiswal

# Difference between ArrayList and Vector

ArrayList and Vector both implements List interface and maintains insertion order.

But there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class, it is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. |
| 5) ArrayList uses **Iterator** interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. |

### **Example of Java ArrayList**

Let's see a simple example where we are using ArrayList to store and traverse the elements.

1. **import** java.util.\*;
2. **class** TestArrayList21{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Sonoo");//adding object in arraylist
7. al.add("Michael");
8. al.add("James");
9. al.add("Andy");
10. //traversing elements using Iterator
11. Iterator itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayList21)

Output:

Sonoo

Michael

James

Andy

### **Example of Java Vector**

Let's see a simple example of java Vector class that uses Enumeration interface.

1. **import** java.util.\*;
2. **class** TestVector1{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();//creating vector
5. v.add("umesh");//method of Collection
6. v.addElement("irfan");//method of Vector
7. v.addElement("kumar");
8. //traversing elements using Enumeration
9. Enumeration e=v.elements();
10. **while**(e.hasMoreElements()){
11. System.out.println(e.nextElement());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestVector1)

Output:

umesh

irfan

kumar